***PROGRAMMING IN C LECTURE NOTES (Semester – II)*** *for*

***B****achelor of* ***Co****mputer* ***Ap****plication*
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**UNIT - I**

**1.1 Introduction to C**

C was developed by Dennis Ritchie at Bell Laboratories in 1972. Most of its principles and ideas were taken from the earlier language B, BCPL and CPL. CPL was developed jointly between the Mathematical Laboratory at the University of Cambridge and the University of London Computer Unit in 1960s. CPL (Combined Programming Language) was developed with the purpose of creating a language that was capable of both machine independent programming and

would allow the programmer to control the behavior of individual bits of information. But the CPL was too large for use in many applications. In 1967, BCPL (Basic Combined Programming Language) was created as a scaled down version of CPL while still retaining its basic features. This process was continued by Ken Thompson. He made B Language during working at Bell Labs. B Language was a scaled down version of BCPL. B Language was written for the systems programming. In 1972, a co-worker of Ken Thompson, Dennis Ritchie developed C Language by taking some of the generality found in BCPL to the B language.

The original PDP-11 version of the Unix system was developed in assembly language. In 1973, C language had become powerful enough that most of the Unix kernel was rewritten in C. This was one of the first operating system kernels implemented in a language other than assembly.

During the rest of the 1970's, C spread throughout many colleges and universities because of its close ties to UNIX and the availability of C compilers. Soon, many different organizations began using their own versions of C Language. This was causing great compatibility problems. In

1983, the American National Standards Institute (ANSI) formed a committee to establish a standard definition of C Language. That is known as ANSI Standard C. Today C is the most widely used System Programming Language.

**1.2 C language standards**

With the introduction of new devices and extended character sets, new features may be added to this International Standard. Subclauses in the language and library clauses warn implementors and programmers of usages which, though valid in themselves, may conflict with future additions.

Certain features are obsolescent, which means that they may be considered for withdrawal in future revisions of this International Standard. They are retained because of their widespread use, but their use in new implementations (for implementation features) or new programs.

This International Standard is divided into four major subdivisions:

 preliminary elements

 the characteristics of environments that translate and execute C programs

 the language syntax, constraints, and semantics

 the library facilities

Examples are provided to illustrate possible forms of the constructions described. Footnotes are provided to emphasize consequences of the rules described in that subclause or elsewhere in this International Standard. References are used to refer to other related subclauses. Recommendations are provided to give advice or guidance to implementors. Annexes provide additional information and summarize the information contained in this International Standard. A bibliography lists documents that were referred to during the preparation of the standard.

The library clause is based on the 1984 /usr/group Standard.

**1.3 C language Features**

Characteristics of ‗c‘ language/main features:

1. Modularity.

2. Portability.

3. Extendibility.

4. Speed.

5. Flexibility.

**Modularity:** Ability to breakdown a large module into manageable sub modules called as modularity, which is an important feature of structured programming languages.

Advantages:

 Projects can be completed in time.

 Debugging will be easier and faster.

**Portability:**

The ability to port i.e. to install the software in different platform is called portability.

Highest degree of portability: ‗C‘ language offers highest degree of portability i.e., percentage of changes to be made to the sources code is at minimum when the software is to be loaded in another platform. Percentage of changes to the source code is minimum. The software that is

100% portable is also called as platform independent software or architecture neutral software. Eg: Java.

**Extendibility:** Ability to extend the existing software by adding new features is called as extendibility.

**SPEED:**

‗C‘ is also called as middle level language because programs written in ‗c‘ language run at the speeds matching to that of the same programs written in assembly language so ‗c‘ language has both the merits of high level and middle level language and because if this feature it is mainly used in developing system software.

**Flexibility:** Key words or reverse words

ANSIC has 32 reverse words

‗C‘ language has right number of reverse words which allows the programmers to have complete

control on the language.

‗C‘ is also called as programmer‘s language since it allows programmers to induce creativeness into the programmers.

**1.4 Program Concepts and Characteristics**

**1. Program startup**

The function called at program startup is named main. The implementation declares no prototype for this function. It shall be defined with a return type of int and with no parameters:

*int main(void) { /\* ... \*/ }*

or with two parameters (referred to here as argc and argv, though any names may be used, as they are local to the function in which they are declared):

int main(int argc, char \*argv[]) { /\* ... \*/ }

or in some other implementation-defined manner.

If they are declared, the parameters to the main function shall obey the following constraints:

 The value of argc shall be nonnegative.

 argv[argc] shall be a null pointer.

 If the value of argc is greater than zero, the array members argv[0] through

argv[argc-1] inclusive shall contain pointers to strings, which are given implementation-defined values by the host environment prior to program startup. The intent is to supply to the program information determined prior to program startup from elsewhere in the hosted environment. If the host environment is not capable of supplying strings with letters in both uppercase and lowercase, the implementation shall ensure that the strings are received in lowercase.

If the value of **argc** is greater than zero, the string pointed to by **argv[0]** represents the *program name*; **argv[0][0]** shall be the null character if the program name is not available from the host environment. If the value of **argc** is greater than one, the strings pointed to by **argv[1]** through **argv[argc-1]** represent the *program parameters*.

**2. Program execution**

In a hosted environment, a program may use all the functions, macros, type definitions, and objects described in the library clause.

**3. Program termination**

If the return type of the **main** function is a type compatible with **int**, a return from the initial call to the **main** function is equivalent to calling the **exit** function with the value returned by the **main** function as its argument) reaching the **}** that terminates the **main** function returns a value of 0. If the return type is not compatible with **int**, the termination status returned to the host environment is unspecified.

**4. Program execution**

(i) The semantic descriptions in this International Standard describe the behavior of an abstract machine in which issues of optimization are irrelevant.

(ii) Accessing a volatile object, modifying an object, modifying a file, or calling a function that does any of those operations are all *side effects*,11) which are changes in the state of the execution environment. Evaluation of an expression may produce side effects. At certain specified points in the execution sequence called *sequence points*, all side effects of previous evaluations shall be complete and no side effects of subsequent evaluations shall have taken place.

(iii)In the abstract machine, all expressions are evaluated as specified by the semantics. An actual implementation need not evaluate part of an expression if it can deduce that its value is not used and that no needed side effects are produced (including any caused by calling a function or accessing a volatile object).

(iv)When the processing of the abstract machine is interrupted by receipt of a signal, only the values of objects as of the previous sequence point may be relied on. Objects that may be modified between the previous sequence point and the next sequence point need not have received their correct values yet.

(v) The least requirements on a conforming implementation are:

(vi)At sequence points, volatile objects are stable in the sense that previous accesses are complete and subsequent accesses have not yet occurred.

**1.5 Structure of C Program**

C language is very popular language among all the languages. The structure of a C program is a protocol (rules) to the programmer, while writing a C program. The general basic structure of C program is shown in the figure below. The whole program is controlled within main ( ) along with left brace denoted by ―{‖ and right braces denoted by ―}‖. If you need to declare local variables and executable program structures are enclosed within ―{‖ and ―}‖ is called the body of the main function. The main ( ) function can be preceded by documentation, preprocessor statements and global declarations.
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**Documentations**

The documentation section consists of a set of comment lines giving the name of the program, the another name and other details, which the programmer would like to use later.

**Preprocessor Statements**

The preprocessor statement begin with # symbol and are also called the preprocessor directive. These statements instruct the compiler to include C preprocessors such as header files and

symbolic constants before compiling the C program. Some of the preprocessor statements are listed below.

![](data:image/jpeg;base64,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)

**Global Declarations**

The variables are declared before the main ( ) function as well as user defined functions are called global variables. These global variables can be accessed by all the user defined functions including main ( ) function.

**The main ( ) function**

Each and Every C program should contain only one main ( ). The C program execution starts with main ( ) function. No C program is executed without the main function. The main ( ) function should be written in small (lowercase) letters and it should not be terminated by semicolon. Main ( ) executes user defined program statements, library functions and user defined functions and all these statements should be enclosed within left and right braces.

**Braces**

Every C program should have a pair of curly braces ({, }). The left braces indicates the beginning of the main ( ) function and the right braces indicates the end of the main ( ) function. These braces can also be used to indicate the user-defined functions beginning and ending. These two braces can also be used in compound statements.

**Local Declarations**

The variable declaration is a part of C program and all the variables are used in main ( ) function should be declared in the local declaration section is called local variables. Not only variables, we can also declare arrays, functions, pointers etc. These variables can also be initialized with basic data types.

For Example

Main ( )

{

int sum = 0;

int x;

float y;

}

Here, the variable sum is declared as integer variable and it is initialized to zero. Other variables declared as int and float and these variables inside any function are called local variables.

**Program statements**

These statements are building blocks of a program. They represent instructions to the computer to perform a specific task (operations). An instruction may contain an input-output statements, arithmetic statements, control statements, simple assignment statements and any other statements and it also includes comments that are enclosed within /\* and \*/ . The comment statements are not compiled and executed and each executable statement should be terminated with semicolon.

**User defined functions**

These are subprograms, generally, a subprogram is a function and these functions are written by the user are called user ; defined functions. These functions are performed by user specific tasks and this also contains set of program statements. They may be written before or after a main () function and called within main () function. This is an optional to the programmer.

First Program using C

Here is your first c program. Write carefully because C Language is a case sensitive language.

#include <stdio.h>

void main()

{

printf("Hello World\n Welcome to C Programming");

}

Press ALT+F9 to compile your program. If you have any error in your program, you will get the message, remove your errors and then execute your program you will got the output.

Hello World

Welcome to C Programming

**Some other sample C programs**

**/\*Display Current date and time\*/**

#include <stdio.h>

#include <time.h>

void main()

{

time\_t t; time(&t); clrscr();

printf("Today's date and time : s",ctime(&t));

getch();

}

**/\* addition of 2 numbers \*/**

#include<stdio.h>

#include<conio.h>

void main()

{

int a, b,c;

c=0; a=3; b=4;

c = a + b:

printf(―result of addition = %d‖,c);

}

**2.1 C Programming/Compiling**

Like any programming language, C by itself is completely incomprehensible to a [microprocessor. I](http://en.wikipedia.org/wiki/microprocessor)ts purpose is to provide an intuitive way for humans to provide instructions that can be easily converted into machine code that is comprehensible to a microprocessor. The **compiler** is what takes this code, and translates it into the machine code.

To those new to programming, this seems fairly simple. A naive compiler might read in every source file, translate everything into machine code, and write out an executable. This could work, but has two serious problems. First, for a large project, the computer may not have enough memory to read all of the source code at once. Second, if you make a change to a single source file, you would rather not have to recompile the entire application.

To deal with these problems, compilers break their job down into steps; for each source file (each .c file), the compiler reads the file, reads the files it references with #include, and translates it to machine code. The result of this is an "object file" (.o). Once every object file is made, a "linker" collects all of the object files and writes the actual program. This way, if you change one source file, only that file needs to be recompiled and then the application needs to be re-linked.

Without going into the painful details, it can be beneficial to have a superficial understanding of the compilation process.

**Preprocessor**

The preprocessor provides the ability for the inclusion of header files, macro expansions, conditional compilation, and line control. Many times you will need to give special instructions to your compiler. This is done by inserting preprocessor [directives in](http://en.wikipedia.org/wiki/Preprocessor_directives)to your code. When you begin compiling your code, a special program called the preprocessor scans the source code and performs simple substitution of tokenized strings for others according to predefined rules. The preprocessor is not a part of the C language.

In C language, all preprocessor directives begin with the pound character (#). You can see one preprocessor directive in the [Hello world program](http://en.wikibooks.org/wiki/Hello_world_program) introduced in [A taste of C:](http://en.wikibooks.org/wiki/C_Programming/A_taste_of_C)

Example:

#include <stdio.h>

This directive causes the header to be included into your program. Other directives such as #pragma control compiler settings and macros. The result of the preprocessing stage is a text string. You can think of the preprocessor as a non-interactive text editor that prepares your code

for the compilation step. The language of preprocessor directives is agnostic to the grammar of

C, so the C preprocessor can also be used independently to process other kinds of text files.

**Syntax Checking**

This step ensures that the code is valid and will sequence into an executable program. Under most compilers, you may get messages or warnings indicating potential issues with your program (such as a statement always being true or false, etc.)

When an error is detected in the program, the compiler will normally report the file name and line that is preventing compilation.

**Object Code**

The compiler produces a machine code equivalent of the source code that can then be linked into the final program. The code itself can't be executed yet, as it has to complete the linking stage.

It's important to note after discussing the basics that compilation is a "one way street". That is, compiling a C source file into machine code is easy, but "decompiling" (turning machine code into the C source that creates it) is not. Decompilers for C do exist, but they rarely create useful code.

**Linking**

Linking combines the separate object codes into one complete program by integrating libraries and the code and producing either an [executable program or](http://en.wikipedia.org/wiki/Executable) a [library.](http://en.wikipedia.org/wiki/Library_(computing)) Linking is performed by a linker, which is often part of a compiler.

Common errors during this stage are either missing functions, or duplicate functions.

**Automation**

For large C projects, many programmers choose to automate compilation, both in order to reduce user interaction requirements and to speed up the process by only recompiling modified files.

Most integrated development environments have some kind of project management, which makes such automation very easy. On UNIX-like systems, [make a](http://en.wikibooks.org/wiki/Make)nd Makefiles are often used to accomplish the same.

**2.1 List of Free compilers available**

 GNU C Compiler: The most famous and widely used at present. Primarly for Unix and

Unix-like platforms.

 DJGPP: Port of the GNU development utilties to the Intel 32-bit platforms.

 Cygwin: This is an environment and a port of most GNU utilties including the GCC set to the Windows platform.

 MinGW: Minimalist GNU for Windows. Includes support for the GNU Compiler

Collection (GCC).

 Turbo C: Remember Turbo C from Borland? Now it is available as a free download.

Though it's a little out of date, it still is extremely usable.

 Borland C++ Builder: The compiler and command line tools are available as a free download.

 OpenWatcom Compilers: The original Watcom compilers are now available as open source software.

 Digital Mars C/C++ Compiler: Offshoot of the Zortech/Symantec C/C++ Compilers (probably it is the Zortech compiler re-incarnated). Touted as drop in replacements for the Symantec C/C++ compilers.

 lcc: Portable compiler for ANSI C.

 lcc-win32: Free for non-commerical use. Windows support with IDE, etc.

 Pelles C: Based on lcc. With IDE, etc for Windows platform.

 Ch: This is actually an interpreter. Standard edition is free.

 EiC: Extensible Interactive C. Another interpreter.

**2.2 IDE features of Turbo C compiler**

Turbo C is an [Integrated Development Environment a](http://en.wikipedia.org/wiki/Integrated_Development_Environment)nd [compiler for](http://en.wikipedia.org/wiki/Compiler) the [C programmin](http://en.wikipedia.org/wiki/C_(programming_language))g [language](http://en.wikipedia.org/wiki/C_(programming_language)) from [Borland. F](http://en.wikipedia.org/wiki/Borland)irst introduced in 1987, it was noted for its integrated development environment, small size, fast compile speed, comprehensive manuals and low price.

In May 1990, Borland replaced Turbo C with [Turbo C++. I](http://en.wikipedia.org/wiki/Turbo_C%2B%2B)n 2006, Borland reintroduced the Turbo moniker.

**History**

Turbo C had the same properties as Turbo Pascal: an integrated development environment ([IDE),](http://en.wikipedia.org/wiki/Integrated_development_environment) a fast compiler, a good editor and a competitive price. Turbo C was not as successful as the Pascal-sister product. First, C was a language for professional programming and systems development rather than a school language. Turbo C competed with other professional programming tools ([Microsoft C,](http://en.wikipedia.org/wiki/Microsoft_C) [Lattice C,](http://en.wikipedia.org/wiki/Lattice_C) [Watcom C,](http://en.wikipedia.org/wiki/Watcom_C/C%2B%2B_compiler) etc.).

**Versions**

**Version 2.0**, Released on May 13, 1987, offered the first integrated edit-compile-run development environment for C on [IBM PCs.](http://en.wikipedia.org/wiki/IBM_PC) The software was, like many Borland products of the time, bought from another company and branded with the "Turbo" name, in this case **Wizard C** by Bob Jervis[[1] (](http://en.wikipedia.org/wiki/Borland_Turbo_C#cite_note-0)Borland's flagship product at that time, Turbo Pascal, which at this time did not have [pull-down menus,](http://en.wikipedia.org/wiki/Pull-down_menu) would be given a facelift with version 4 released late in 1987 to make it look more like Turbo C.) It ran in 384 kB of memory. It allowed inline assembly with full access to C symbolic names and structures, supported all memory models, and offered optimizations for speed, size, constant folding, and jump elimination.[[2]](http://en.wikipedia.org/wiki/Borland_Turbo_C#cite_note-foldoc_turboc-1)
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Turbo C 2.5 startup screen.

**Version 2.5**, in January 1988 was an incremental improvement over version 2.0. It included more sample programs, improved manuals and bug fixes. It was shipped on five 360

KB [diskettes](http://en.wikipedia.org/wiki/Diskette) of uncompressed files, and came with sample C programs, including a stripped down spreadsheet called [mcalc. This](http://en.wikipedia.org/w/index.php?title=Mcalc&action=edit&redlink=1) version introduced the <conio.h> header file (which provided fast, PC-specific console I/O routines).
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Turbo C 2.0 startup screen.

**Version 2.0**, in 1989 was released was in late 1988, and featured the first "blue screen" version, which would be typical of all future Borland releases for [MS-DOS.](http://en.wikipedia.org/wiki/MS-DOS) The American release did not have Turbo Assembler or a separate debugger. (These were sold separately as [Turbo Assembler.](http://en.wikipedia.org/wiki/Turbo_Assembler)) Turbo C, Asm, and Debugger were sold together as a suite. This seems to describe another release: Featured[Turbo Debugger, T](http://en.wikipedia.org/wiki/Turbo_Debugger)urbo Assembler, and an extensive graphics library. This version of Turbo C was also released for the [Atari ST,](http://en.wikipedia.org/wiki/Atari_ST) but distributed in [Germany on](http://en.wikipedia.org/wiki/Germany)ly.

**2.4 Compiling C Program**

There are two types of C compilers, each of which has advantages and disadvantages: (i) Command-line C compilers and

(ii) IDE or Windows C compilers

To compile and run a C program using a **command-line** C compiler, you have to go through the following steps:

1. **Write the C program** (call it ``myfile.c'') in a text editor or word processor (for example, the simple ``Hello'' program below)

2. **Save it as a file** on your computer's hard disk,

3. **``Compile it'' to a computer-executable program** by entering a compile command at a command prompt, for example for the following C compiler programs:

gcc -Wall -o myfile myfile.c (on gcc compiler) (using the GNU C compiler, UNIX or Microsoft Windows)

cl myfile.c

(Microsoft Visual C++ command-line compiler)

bcc32 myfile.c (Borland C/C++ compiler, Microsoft Windows) followed by the ``Enter'' key, and finally

4. **Run the program** by entering

**myfile**

at a command prompt, again followed by ``Enter''. If you want to save the output of ``myfile'' as a text file ``myfile.txt'', enter instead

**myfile > myfile.txt**

Example code:

myfile.c

#include <stdio.h>

int main()

{

printf("Hello world\n");

return 0;

}

**IDENTIFIERS AND KEYWORDS**

Every word in C language is a keyword or an identifier/variable. Keywords in C language cannot be used as a variable name. They are specifically used by the compiler for its own purpose and they serve as building blocks of a c program.

**3.1 Identifiers**

• Identifiers are the names given to variables, classes, methods and interfaces.

• It must be a whole word and starts with either an alphabet or an underscore.

• They are case sensitive.

• No commas or blanks are allowed in it

• No special symbol other than an underscore can be used in it.

Ex.: marks gracesem1\_rollno alpha

**3.2 Keywords**

• Keywords are words that have special meaning to the C compiler.

• An identifier cannot have the same spelling and case as a C keyword.

• C makes use of only 32 keywords or reserved words which combine withthe formal syntax to the form the C programming language.

• All keywords in C are written in lower case.

• A keyword may not be used as a variable name.

|  |  |  |  |
| --- | --- | --- | --- |
| auto | double | int | struct |
| break | else | long | switch |
| case | enum | register | typedef |

|  |  |  |  |
| --- | --- | --- | --- |
| char | extern | return | union |
| const | float | short | unsigned |
| continue | for | signed | void |
| default | goto | sizeof | volatile |
| Do | if | static | while |

**3.3 Variables**

A variable is value that can change any time. It is a memory location used to store a data value. A variable name should be carefully chosen by the programmer so that its use is reflected in a useful way in the entire program. Variable names are case sensitive.

Examples of variable names are

sum, number, salary, emp\_name, average1

**Types of variables**

integer, char, string etc. Each type of variable has their own size and range. For ex. Range of integer is -32768 to 32767 and the range for it is 2, 4 bytes (1 byte = 8 bits).

The size of a char is 1 byte. And range is from 1 to 255.

**Initialization of Variable**

Initialize a variable in c to assign it a starting value. Without this we can't get whatever happened to memory at that moment.

C does not initialize variables automatically. So if you do not initialize them properly, you can get unexpected results. Fortunately, C makes it easy to initialize variables when you declare them.

For Example:

int x=45;

int month\_lengths[] = {23,34,43,56,32,12,24};

struct role = { "Hamlet", 7, FALSE, "Prince of Denmark ", "Kenneth Branagh"}; Note: The initialization of variable is a good process in programming.

**3.4 Constants**

A constant value is the one which does not change during the execution of a program. C supports several types of **constants**.

1. Integer Constants

2. Real Constants

3. Single Character Constants

4. String Constants

**Integer Constants**

An integer constant is a sequence of digits. There are 3 types of integers namely decimal integer, octal integers and hexadecimal integer.

***Decimal Integers*** consists of a set of digits 0 to 9 preceded by an optional + or - sign. Spaces, commas and non digit characters are not permitted between digits.

Example for valid decimal integer constants are

123, -3, 0, 562321, + 78

Some examples for invalid integer constants are

15 750, 20,000, Rs. 1000

***Octal Integers*** constant consists of any combination of digits from 0 through 7 with a O at the beginning. Some examples of octal integers are

O26, O, O347, O676

***Hexadecimal integer*** constant is preceded by OX or Ox, they may contain alphabets from A to F

or a to f. The alphabets A to F refers to 10 to 15 in decimal digits. Example of valid hexadecimal integers are

OX2, OX8C, OXbcd, Ox

**1. Real Constants**

Real Constants consists of a fractional part in their representation. Integer constants are inadequate to represent quantities that vary continuously. These quantities are represented by numbers containing fractional parts like 26.083.

Example of real constants are

0.0026, -0.97, 435.29, +487.0

Real Numbers can also be represented by exponential notation. The general form for exponential notation is mantissa exponent. The mantissa is either a real number expressed in decimal notation or an integer. The exponent is an integer number with an optional plus or minus sign.

**Single Character Constants**

A Single Character constant represent a single character which is enclosed in a pair of quotation symbols.

Example for character constants are

8

'5', 'x', ';', ' '

All character constants have an equivalent integer value which is called ASCII Values.

**String Constants**

String constant is a set of characters enclosed in double quotation marks. The characters in a string constant sequence may be an alphabet, number, special character and blank space. Example of string constants are

"VISHAL", "1234", "God Bless", "!.....?"

**3.5 Scope and Life Span Of a Variable**

The area of the program where that variable is valid, the amount of time that a variable is retained, as well as where it can be accessed from, depends on its specified location and type. The life span of the variable, i.e. the length of time that the variable remains in memory. The programmer has to be very much aware of the type of the variable he/she going to use. Each and every sort of scenario requires different type of scope. For example suppose the variable which should remain constant and also required by external functions then it is not good practice to declare same variable again and again instead of that it may be called as a global variable.

On the other hand, for the sake security reason some variable has be visible in only one function can be treated and declared as static variable.

This section of the unit will be discusses thoroughly in forth coming units when we introduce storage class and different types of variables.

**3.6 Data types and Sizes**

The basic data structure used in C programs is a number. C provides for two types of numbers - integers and floating point. Computer operations that involve text (characters, words or strings) still manipulate numbers. Each data item used by a program must have a data type. The basic data types provided by C are shown in Table 1. Each data type represents a different kind of number. You must choose an appropriate type for the kind of number you need in the variable declaration section of the program.

 In c, there are three types of data

 In C language the system has to know before-hand, the type of numbers or characters being used in the program. These are called data types. There are many data types in C language.

 A C programmer has to use appropriate data type as per his requirement. C language data types can be broadly classified as

a) Primary data type b) Derived data type

c) User-defined data type
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**Integer Data Type**

 Integers are numbers without decimal point

 Integers are whole numbers with a range of values, range of values are machine dependent.

 Generally an integer occupies 2 bytes memory space and its value range limited to -

32768 to +32767 (that is, -215 to +215-1).

 A signed integer use one bit for storing sign and rest 15 bits for number.

 To control the range of numbers and storage space, C has three classes of integer storage namely short int, int and long int.

 All three data types have signed and unsigned forms.

 A short int requires half the amount of storage than normal integer.

 Unlike signed integer, unsigned integers are always positive and use all the bits for the magnitude of the number.

 Therefore, the range of an unsigned integer will be from 0 to 65535.

 The long integers are used to declare a longer range of values and it occupies 4 bytes of storage space.

int num1;

**Syntax:**

**int <variable name>;**

short int num2;

long int num3;

Example: 5, 6, 100, 2500.

Integer Data Type Memory Allocation:
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**Floating Point Data Type**

 The float data type is used to store fractional numbers (real numbers) with 6 digits of precision.

 Floating point numbers are denoted by the keyword float. When the accuracy of the floating point number is insufficient, we can use the double to define the number.

 The double is same as float but with longer precision and takes double space (8 bytes)

than float.

 To extend the precision further we can use long double which occupies 10 bytes of memory space.

**Syntax:**

float num1;

double num2;

long double num3;

**Example:** 9.125, 3.1254.

**float <variable name>;**

Floating Point Data Type Memory Allocation:

![](data:image/jpeg;base64,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)

**Character Data Type**

 Character type variable can hold a single character and are declared by using the keyword char.

 As there are singed and unsigned int (either short or long), in the same way there are signed and unsigned chars; both occupy 1 byte each, but having different ranges.

 Unsigned characters have values between 0 and 255, signed characters have values from

–128 to 127.

**Syntax:**

char ch = ‗a‘;

**Example:** a, b, g, S, j.

**char <variable name>;**

**3.7 Declaring, Initializing, and Assigning Variables**

Here is an example of declaring an integer, which we've called some\_number. (Note the semicolon at the end of the line; that is how your compiler separates one program statement from

another.)

*int some\_number;*

This statement means we're declaring some space for a variable called some\_number, which will be used to store integer data. Note that we must specify the type of data that a variable will store. There are specific keywords to do this – we'll look at them in the next section.

Multiple variables can be declared with one statement, like this:

*int anumber, anothernumber, yetanothernumber;*

We can also declare and assign some content to a variable at the same time.

*int some\_number=3;*

This is called initialization.

After declaring variables, you can assign a value to a variable later on using a statement like this:

*some\_number=3;*

You can also assign a variable the value of another variable, like so:

*anumber = anothernumber;*

Or assign multiple variables the same value with one statement:

*anumber = anothernumber = yetanothernumber = 3;*

This is because the assignment x = y returns the value of the assignment. x = y = z is really shorthand for x = (y = z).

**3.8 Symbolic Constants**

 C allows the definition of symbolic constants - names that will be replaced with their values when the program is compiled

 Symbolic constants are defined before main(), and the syntax is

**#define *NAME value***

**Example:**

#define ANGLE\_MIN 0

#define ANGLE\_MAX 360

The above piece of code would define ANGLE\_MIN and ANGLE\_MAX to the values 0 and

360, respectively.

 C distinguishes between lowercase and uppercase letters in variable names.

 It is customary to use capital letters in defining global constants

**CHAPTER-4**

**4.1 The Standard Input Output File**

UNIX supplies a standard package for performing input and output to files or the terminal. This contains most of the functions which will be introduced in this section, along with definitions of the datatypes required to use them. To use these facilities, your program must include these definitions by adding the line. This is done by adding the line

#include <stdio.h>

near the start of the program file.

If you do not do this, the compiler may complain about undefined functions or datatypes.

**4.2 Character Input / Output**

This is the lowest level of input and output. It provides very precise control, but is usually too fiddly to be useful. Most computers perform buffering of input and output. This means that they'll not start reading any input until the return key is pressed, and they'll not print characters on the terminal until there is a whole line to be printed.

**getchar**

getchar returns the next character of keyboard input as an int. If there is an error then EOF (end

of file) is returned instead. It is therefore usual to compare this value against EOF before using it.

If the return value is stored in a char, it will never be equal to EOF, so error conditions will not be handled correctly.

As an example, here is a program to count the number of characters read until an EOF is encountered. EOF can be generated by typing Control - d.

#include <stdio.h>

main()

{ int ch, i = 0;

while((ch = getchar()) != EOF)

i ++;

printf("%d\n", i);

}

**putchar**

putchar puts its character argument on the standard output (usually the screen).

The following example program converts any typed input into capital letters. To do this it applies the function toupper from the character conversion library ctype.h to each character in turn.

#include <ctype.h> /\* For definition of toupper \*/

#include <stdio.h> /\* For definition of getchar, putchar, EOF \*/

main()

{ int ch;

while((ch = getchar()) != EOF)

putchar(toupper(ch));

}

**4.3 Formatted Input / Output**

We have met these functions earlier in the course. They are closest to the facilities offered by Pascal or Fortran, and usually the easiest to use for input and output. The versions offered under C are a little more detailed, offering precise control of layout.

**printf**

This offers more structured output than putchar. Its arguments are, in order; a control string, which controls what gets printed, followed by a list of values to be substituted for entries in the control string.
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There are several more types available. You can refer the help section in usage compilers. It is also possible to insert numbers into the control string to control field widths for values to be displayed. For example %6d would print a decimal value in a field 6 spaces wide, %8.2f would print a real value in a field 8 spaces wide with room to show 2 decimal places. Display is left justified by default, but can be right justified by putting a - before the format information, for example %-6d, a decimal integer right justified in a 6 space field.

**scanf**

scanf allows formatted reading of data from the keyboard. Like printf it has a control string, followed by the list of items to be read. However scanf wants to know the address of the items to be read, since it is a function which will change that value. Therefore the names of variables are preceded by the & sign. Character strings are an exception to this. Since a string is already a character pointer, we give the names of string variables unmodified by a leading & Control string entries which match values to be read are preceded by the percentage sign in a similar way to their printf equivalents.

**4.4 Whole Lines of Input and Output**

Where we are not too interested in the format of our data, or perhaps we cannot predict its format in advance, we can read and write whole lines as character strings. This approach allows us to read in a line of input, and then use various string handling functions to analyze it at our leisure.

**gets**

gets reads a whole line of input into a string until a newline or EOF is encountered. It is critical to ensure that the string is large enough to hold any expected input lines. When all input is finished, NULL as defined in stdio.h is returned.

**puts**

puts writes a string to the output, and follows it with a newline character. Example: Program which uses gets and puts to double space typed input.

#include <stdio.h>

main()

{ char line[256]; /\* Define string sufficiently large to store a line of input \*/

while(gets(line) != NULL) /\* Read line \*/

{ puts(line); /\* Print line \*/

printf("\n"); /\* Print blank line \*/

}

}

Note that putchar, printf and puts can be freely used together. So can getchar, scanf and gets.

Apart from the above, all the standard input/output library function has been tabulated in next section.

**4.5 Standard Library function**

**<stdio.h>**

BUFSIZ

Size of buffer used by [setbuf.](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#setbuf) EOF

Value used to indicate end-of-stream or to report an error. FILENAME\_MAX

Maximum length required for array of characters to hold a filename. FOPEN\_MAX

Maximum number of files which may be open simultaneously. L\_tmpnam

Number of characters required for temporary filename generated by [tmpnam.](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#tmpnam) NULL

Null pointer constant. SEEK\_CUR

Value for *origin* argument to [fseek](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#fseek) specifying current file position. SEEK\_END

Value for *origin* argument to [fseek](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#fseek) specifying end of file. SEEK\_SET

Value for *origin* argument to [fseek](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#fseek) specifying beginning of file. TMP\_MAX

Minimum number of unique filenames generated by calls to [tmpnam.](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#tmpnam)

\_IOFBF

Value for *mode* argument to [setvbuf](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#setvbuf) specifying full buffering.

\_IOLBF

Value for *mode* argument to [setvbuf](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#setvbuf) specifying line buffering.

\_IONBF

Value for *mode* argument to [setvbuf](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#setvbuf) specifying no buffering. stdin

File pointer for standard input stream. Automatically opened when program execution begins.

stdout

File pointer for standard output stream. Automatically opened when program execution begins.

stderr

File pointer for standard error stream. Automatically opened when program execution begins.

FILE

Type of object holding information necessary to control a stream. fpos\_t

Type for objects declared to store file position information. size\_t

Type for objects declared to store result of sizeof operator. [FILE\*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#FILE) fopen(const char\* *filename*, const char\* *mode*);

Opens file named *filename* and returns a stream, or [NULL on](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#stdio.NULL) failure. *mode* may be one of the following for text files:

"r"

text reading

"w"

text writing

"a"

text append

"r+"

text update (reading and writing) "w+"

text update, discarding previous content (if any) "a+"

text append, reading, and writing at end

or one of those strings with b included (after the first character), for binary files. [FILE\*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#FILE) freopen(const char\* *filename*, const char\* *mode*, [FILE\*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#FILE) *stream*);

Closes file associated with *stream*, then opens file *filename* with specified mode and associates it with *stream*. Returns *stream* or [NULL on](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#stdio.NULL) error.

int fflush([FILE\*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#FILE) *stream*);

Flushes stream *stream* and returns zero on success or [EOF on](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#EOF) error. Effect undefined for input stream. [fflush(](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#fflush)[NULL)](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#stdio.NULL) flushes all output streams.

int fclose([FILE\*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#FILE) *stream*);

Closes stream *stream* (after flushing, if output stream). Returns [EOF on](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#EOF) error, zero otherwise.

int remove(const char\* *filename*);

Removes specified file. Returns non-zero on failure. int rename(const char\* *oldname*, const char\* *newname*);

Changes name of file *oldname* to *newname*. Returns non-zero on failure. [FILE\*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#FILE) tmpfile();

Creates temporary file (mode "wb+") which will be removed when closed or on normal program termination. Returns stream or [NULL on](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#stdio.NULL) failure.

char\* tmpnam(char *s*[[L\_tmpnam]](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html" \l "L_tmpnam));

Assigns to *s* (if *s* non-null) and returns unique name for a temporary file. Unique name is returned for each of the first [TMP\_MAX](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#TMP_MAX) invocations.

int setvbuf([FILE\*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#FILE) *stream*, char\* *buf*, int *mode*, [size\_t *si*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#stdio.size_t)*ze*);

Controls buffering for stream *stream*. *mode* is [\_IOFBF f](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#_IOFBF)or full buffering, [\_IOLBF for](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#_IOLBF) line buffering, [\_IONBF](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#_IONBF) for no buffering. Non-null *buf* specifies buffer of size *size* to be used; otherwise, a buffer is allocated. Returns non-zero on error. Call must be before any other operation on stream.

void setbuf([FILE\*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#FILE) *stream*, char\* *buf*);

Controls buffering for stream *stream*. For null *buf*, turns off buffering, otherwise equivalent to (void)[setvbuf(](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html" \l "setvbuf)*stream*, *buf*, [\_IOFBF,](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#_IOFBF) [BUFSIZ)](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#BUFSIZ).

int fprintf([FILE\*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#FILE) *stream*, const char\* *format*, ...);

Converts (according to format *format*) and writes output to stream *stream*. Number of characters written, or negative value on error, is returned. Conversion specifications consist of:

 %

 (optional) flag:

- left adjust

+

always sign

*space*

space if no sign

0 zero pad

#

Alternate form: for conversion character o, first digit will be zero, for [xX], prefix 0x or 0X to non-zero value, for [eEfgG], always decimal point, for [gG] trailing zeros not removed.

 (optional) minimum width: if specified as \*, value taken from next argument

(which must be int).

 (optional) . (separating width from precision):

 (optional) precision: for conversion character s, maximum characters to be printed from the string, for [eEf], digits after decimal point, for [gG], significant digits, for an integer, minimum number of digits to be printed. If specified as \*, value taken from next argument (which must be int).

 (optional) length modifier:

h

short or unsigned short l

long or unsigned long

L

long double

 conversion character:

d,i

int argument, printed in signed decimal notation o

int argument, printed in unsigned octal notation x,X

int argument, printed in unsigned hexadecimal notation u

int argument, printed in unsigned decimal notation c

int argument, printed as single character s

char\* argument f

double argument, printed with format [-]*mmm*.*ddd*

e,E

double argument, printed with format [-]*m*.*dddddd*(e|E)(+|-)*xx*

g,G

double argument p

void\* argument, printed as pointer n

int\* argument : the number of characters written to this point is written *into* argument

%

no argument; prints %

int printf(const char\* *format*, ...);

[printf(](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#printf)f, ...) is equivalent to [fprintf(](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#fprintf)[stdout,](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#stdout) f, ...)

int sprintf(char\* *s*, const char\* *format*, ...);

Like [fprintf, but](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#fprintf) output written into string *s*, which **must be large enough to hold the output**, rather than to a stream. Output is NUL-terminated. Returns length (excluding the terminating NUL).

int vfprintf([FILE\*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#FILE) *stream*, const char\* *format*, [va\_list *arg*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#va_list));

Equivalent to [fprintf](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#fprintf) with variable argument list replaced by *arg*, which must have been initialised by the [va\_start ma](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#va_start)cro (and may have been used in calls to [va\_arg).](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#va_arg)

int vprintf(const char\* *format*, [va\_list *arg*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#va_list));

Equivalent to [printf](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#printf) with variable argument list replaced by *arg*, which must have been initialised by the [va\_start ma](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#va_start)cro (and may have been used in calls to [va\_arg).](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#va_arg)

int vsprintf(char\* *s*, const char\* *format*, [va\_list *arg*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#va_list));

Equivalent to [sprintf](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#sprintf) with variable argument list replaced by *arg*, which must have been initialised by the [va\_start ma](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#va_start)cro (and may have been used in calls to [va\_arg).](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#va_arg)

int fscanf([FILE\*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#FILE) *stream*, const char\* *format*, ...);

Performs formatted input conversion, reading from stream *stream* according to format *format*. The function returns when *format* is fully processed. Returns number of items converted and assigned, or [EOF if](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#EOF) end-of-file or error occurs before any conversion. Each of the arguments following *format* **must be a pointer**. Format string may contain:

 blanks and tabs, which are ignored

 ordinary characters, which are expected to match next non-white-space of input

 conversion specifications, consisting of:

o %

o (optional) assignment suppression character "\*"

o (optional) maximum field width

o (optional) target width indicator:

h

argument is pointer to short rather than int l

argument is pointer to long rather than int, or double rather than float

L

argument is pointer to long double rather than float

o conversion character:

d

decimal integer; int\* parameter required i

integer; int\* parameter required; decimal, octal or hex o

octal integer; int\* parameter required u

unsigned decimal integer; unsigned int\* parameter required x

hexadecimal integer; int\* parameter required c

characters; char\* parameter required; white-space is not skipped, and NUL-termination is not performed

s

string of non-white-space; char\* parameter required; string is NUL-terminated e,f,g

floating-point number; float\* parameter required p

pointer value; void\* parameter required n

chars read so far; int\* parameter required

[*...*]

longest non-empty string from specified set; char\* parameter required; string is NUL- terminated

[^*...*]

longest non-empty string not from specified set; char\* parameter required; string is NUL- terminated

%

literal %; no assignment int scanf(const char\* *format*, ...);

[scanf(](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#scanf)f, ...) is equivalent to [fscanf(](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#fscanf)[stdin,](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#stdin) f, ...)

int sscanf(char\* *s*, const char\* *format*, ...);

Like [fscanf,](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#fscanf) but input read from string *s*. int fgetc([FILE\*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#FILE) *stream*);

Returns next character from (input) stream *stream*, or [EOF on](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#EOF) end-of-file or error. char\* fgets(char\* *s*, int *n*, [FILE\*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#FILE) *stream*);

Copies characters from (input) stream *stream* to *s*, stopping when *n*-1 characters copied, newline copied, end-of-file reached or error occurs. If no error, *s* is NUL-terminated. Returns [NULL on](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#stdio.NULL) end-of-file or error, *s* otherwise.

int fputc(int *c*, [FILE\*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#FILE) *stream*);

Writes *c*, to stream *stream*. Returns *c*, or [EOF on](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#EOF) error. char\* fputs(const char\* *s*, [FILE\*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#FILE) *stream*);

Writes *s*, to (output) stream stream. Returns non-negative on success or [EOF on](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#EOF) error. int getc([FILE\*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#FILE) *stream*);

Equivalent to [fgetc](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#fgetc) except that it may be a macro. int getchar(void);

Equivalent to [getc(](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#getc)[stdin)](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#stdin). char\* gets(char\* *s*);

Copies characters from [stdin](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#stdin) into *s* until newline encountered, end-of-file reached, or error occurs. Does not copy newline. NUL-terminates *s*. Returns *s*, or [NULL on](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#stdio.NULL) end-of- file or error. **Should not be used because of the potential for buffer overflow.**

int putc(int *c*, [FILE\*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#FILE) *stream*);

Equivalent to [fputc e](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#fputc)xcept that it may be a macro. int putchar(int *c*);

putchar(*c*) is equivalent to [putc(](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#putc)*c*, [stdout)](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#stdout). int puts(const char\* *s*);

Writes *s* (excluding terminating NUL) and a newline to [stdout.](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#stdout) Returns non-negative on success, [EOF on](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#EOF) error.

int ungetc(int *c*, [FILE\*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#FILE) *stream*);

Pushes *c* (which must not be [EOF),](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#EOF) onto (input) stream *stream* such that it will be returned by the next read. Only one character of pushback is guaranteed (for each stream). Returns *c*, or [EOF on](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#EOF) error.

[size\_t f](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#stdio.size_t)read(void\* *ptr*, [size\_t *si*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#stdio.size_t)*ze*, [size\_t *nobj*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#stdio.size_t), [FILE\*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#FILE) *stream*);

Reads (at most) *nobj* objects of size *size* from stream *stream* into *ptr* and returns number of objects read. ([feof](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html" \l "feof) and [ferror](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#ferror) can be used to check status.)

size\_t fwrite(const void\* *ptr*, [size\_t *si*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#stdio.size_t)*ze*, [size\_t *n*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#stdio.size_t)*obj*, [FILE\*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#FILE) *stream*);

Writes to stream *stream*, *nobj* objects of size *size* from array *ptr*. Returns number of objects written.

int fseek([FILE\*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#FILE) *stream*, long *offset*, int *origin*);

Sets file position for stream *stream* and clears end-of-file indicator. For a binary stream, file position is set to *offset* bytes from the position indicated by *origin*: beginning of file for [SEEK\_SET, c](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#SEEK_SET)urrent position for [SEEK\_CUR,](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#SEEK_CUR) or end of file for [SEEK\_END.](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#SEEK_END) Behaviour is similar for a text stream, but *offset* must be zero or, for [SEEK\_SET](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#SEEK_SET) only, a value returned by [ftell.](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#ftell) Returns non-zero on error.

long ftell([FILE\*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#FILE) *stream*);

Returns current file position for stream *stream*, or -1 on error. void rewind([FILE\*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#FILE) *stream*);

Equivalent to [fseek(](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#fseek)*stream*, 0L, SEEK\_SET); [clearerr(](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#clearerr)*stream*). int fgetpos([FILE\*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#FILE) *stream*, [fpos\_t\*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#fpos_t) *ptr*);

Stores current file position for stream *stream* in \**ptr*. Returns non-zero on error. int fsetpos([FILE\*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#FILE) *stream*, const [fpos\_t\*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#fpos_t) *ptr*);

Sets current position of stream *stream* to \**ptr*. Returns non-zero on error. void clearerr([FILE\*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#FILE) *stream*);

Clears end-of-file and error indicators for stream *stream*. int feof([FILE\*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#FILE) *stream*);

Returns non-zero if end-of-file indicator is set for stream *stream*. int ferror([FILE\*](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#FILE) *stream*);

Returns non-zero if error indicator is set for stream *stream*. void perror(const char\* *s*);

Prints *s* (if non-null) and [strerror(](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#strerror)[errno)](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#errno) to standard error as would:

[fprintf(](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#fprintf)[stderr, "%s:](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#stderr) %s\n", (*s* != [NULL ?](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#stdio.NULL) *s* : ""), [strerror(](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#strerror)[errno))](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#errno)

**4.6 Mathematical Function Concept**

**<math.h>**

On domain error, implementation-defined value returned and [errno set](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#errno) to [EDOM.](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#EDOM) On range error, [errno set](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#errno) to [ERANGE a](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#ERANGE)nd return value is [HUGE\_VAL w](http://www.utas.edu.au/infosys/info/documentation/C/CStdLib.html#HUGE_VAL)ith correct sign for overflow, or zero for underflow. Angles are in radians.

HUGE\_VAL

magnitude returned (with correct sign) on overflow error double exp(double *x*);

exponential of *x*

double log(double *x*);

natural logarithm of *x*

double log10(double *x*);

base-10 logarithm of *x*

double pow(double *x*, double *y*);

*x* raised to power *y*

double sqrt(double *x*);

square root of *x*

double ceil(double *x*);

smallest integer not less than *x*

double floor(double *x*);

largest integer not greater than *x*

double fabs(double *x*);

absolute value of *x*

double ldexp(double *x*, int *n*);

*x* times 2 to the power *n*

double frexp(double *x*, int\* *exp*);

if *x* non-zero, returns value, with absolute value in interval [1/2, 1), and assigns

to \**exp* integer such that product of return value and 2 raised to the power \**exp* equals *x*;

if *x* zero, both return value and\**exp* are zero double modf(double *x*, double\* *ip*);

returns fractional part and assigns to \**ip* integral part of *x*, both with same sign as *x*

double fmod(double *x*, double *y*);

if *y* non-zero, floating-point remainder of *x*/*y*, with same sign as *x*; if *y* zero, result is implementation-defined

double sin(double *x*);

sine of *x*

double cos(double *x*);

cosine of *x*

double tan(double *x*);

tangent of *x*

double asin(double *x*);

arc-sine of *x*

double acos(double *x*);

arc-cosine of *x* double atan(double *x*); arc-tangent of *x*

double atan2(double *y*, double *x*);

arc-tangent of *y*/*x*

double sinh(double *x*);

hyperbolic sine of *x*

double cosh(double *x*);

hyperbolic cosine of *x*

double tanh(double *x*);

hyperbolic tangent of *x*

**4.7 Character Functions**

**<ctype.h>**

int isalnum(int *c*);

isalpha(*c*) or isdigit(*c*)

int isalpha(int *c*);

isupper(*c*) or islower(*c*)

int iscntrl(int *c*);

is control character. In ASCII, control characters are 0x00 (NUL) to 0x1F (US), and 0x7F (DEL)

int isdigit(int *c*);

is decimal digit int isgraph(int *c*);

is printing character other than space int islower(int *c*);

is lower-case letter int isprint(int *c*);

is printing character (including space). In ASCII, printing characters are 0x20 (' ')

to 0x7E ('~')

int ispunct(int *c*);

is printing character other than space, letter, digit int isspace(int *c*);

is space, formfeed, newline, carriage return, tab, vertical tab int isupper(int *c*);

is upper-case letter int isxdigit(int *c*);

is hexadecimal digit int tolower(int *c*);

return lower-case equivalent int toupper(int *c*);

return upper-case equivalent

**5.1 Expressions and Operators**

One reason for the power of C is its wide range of useful operators. An operator is a function which is applied to values to give a result. You should be familiar with operators such as +, -, /.

Arithmetic operators are the most common. Other operators are used for comparison of values, combination of logical states, and manipulation of individual binary digits. The binary operators are rather low level for so are not covered here.

Operators and values are combined to form expressions. The values produced by these expressions can be stored in variables, or used as a part of even larger expressions.

**5.2 Arithmetic operators**

Here are the most common arithmetic operators
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\*, / and % will be performed before + or - in any expression. Brackets can be used to force a different order of evaluation to this. Where division is performed between two integers, the result will be an integer, with remainder discarded. Modulo reduction is only meaningful between integers. If a program is ever required to divide a number by zero, this will cause an error, usually causing the program to crash.

Here are some arithmetic expressions used within assignment statements.

velocity = distance / time; force = mass \* acceleration; count = count + 1;

C has some operators which allow abbreviation of certain types of arithmetic assignment statements.
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These operations are usually very efficient. They can be combined with another expression.
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Versions where the operator occurs before the variable name change the value of the variable before evaluating the expression, so
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These can cause confusion if you try to do too many things on one command line. You are recommended to restrict your use of ++ and -- to ensure that your programs stay readable. Another shorthand notation is listed below
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These are simple to read and use.

**5.3 Type Conversion**

You can mix the types of values in your arithmetic expressions. char types will be treated as int. Otherwise where types of different size are involved, the result will usually be of the larger size,

so a float and a double would produce a double result. Where integer and real types meet, the result will be a double.

There is usually no trouble in assigning a value to a variable of different type. The value will be preserved as expected except where;

 The variable is too small to hold the value. In this case it will be corrupted (this is bad).

 The variable is an integer type and is being assigned a real value. The value is rounded down. This is often done deliberately by the programmer.

Values passed as function arguments must be of the correct type. The function has no way of determining the type passed to it, so automatic conversion cannot take place. This can lead to corrupt results. The solution is to use a method called casting which temporarily disguises a value as a different type.

eg. The function sqrt finds the square root of a double.

int i = 256;

int root

root = sqrt( (double) i);

The cast is made by putting the bracketed name of the required type just before the value. (double) in this example. The result of sqrt( (double) i); is also a double, but this is automatically converted to an int on assignment to root.

**5.4 Comparison**

C has no special type to represent logical or boolean values. It improvises by using any of the integral types char, int, short, long, unsigned, with a value of 0 representing false and any other value representing true. It is rare for logical values to be stored in variables. They are usually generated as required by comparing two numeric values. This is where the comparison operators are used, they compare two numeric values and produce a logical result.
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Note that == is used in comparisons and = is used in assignments. Comparison operators are used in expressions like the ones below.

x == y i > 10

a + b != c

In the last example, all arithmetic is done before any comparison is made.

These comparisons are most frequently used to control an if statement or a for or a while loop. These will be introduced in later units.

**5.5 Relational Operators**

C provides you a list of relational operators to allow you to compare data. The relational operators enable you to check whether two variables or expressions are equal, not equal, which one is greater or less than other...etc. The relational operators are used in boolean conditions or expressions to return 0 or 1.The following table illustrates the relational operators in C:

|  |  |
| --- | --- |
| **Relational Operators** | **Description** |
| == | Equal to |
| > | Greater than |
| < | Less than |
| >= | Greater than or equal to |

|  |  |
| --- | --- |
| **Relational Operators** | **Description** |
| <= | Less than or equal to |
| != | Not equal to |

The following program demonstrates the relational operators in C:

#include <stdio.h>

#include <stdlib.h>

/\* Relational operators demo \*/

void demo(int x, int y) {

printf("x = %d;y = %d\n", x, y);

if (x == y) {

printf("x is equal to y\n");

} else if (x != y) {

printf("x is not equal to y\n");

if (x > y) {

printf("x is greater than y\n");

} else {

printf("x is less than y\n");

}

}

}

/ \* main program \*/

int main(int argc, char\*\* argv) {

int x = 10; int y = 10; demo(x, y); x = 10;

y = 20;

demo(x, y);

x = 20;

y = 10;

demo(x, y);

return (0);

}

**5.6 Logical Operators**

These are the usual And, Or and Not operators.

They are frequently used to combine relational operators, for example x < 20 && x >= 10
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In C these logical connectives employ a technique known as lazy evaluation. They evaluate their left hand operand, and then only evaluate the right hand one if this is required. Clearly false && anything is always false, true || anything is always true. In such cases the second test is not evaluated.

Not operates on a single logical value, its effect is to reverse its state. Here is an example of its use.

if ( ! acceptable )

printf("Not Acceptable !!\n");

**5.7 Assignment Operator**

C assignment operators are used to assigned the value of a variable or expression to a variable.

The syntax of assignment operators is:

1 var = expression;

2 var = var;

Beside = operator, C programming language supports other short hand format which acts the same assignment operator with additional operator such as +=, -=, \*=, /=, %=.

1 var +=expression; //means

2 var = var + expression;

Each assignment operator has a priority and they are evaluated from right to left based on its priority. Here is assignment operator and its priority: =, +=, -=, \*=, /=, %=.

A simple C program to demonstrate assignment operators:

#include <stdio.h>

/\* a program demonstrates C assignment operator \*/

void main(){

int x = 10;

/\* demonstrate = operator \*/

int y = x;

printf("y = %d\n",y);

/\* demonstrate += operator \*/

y += 10;

printf("y += 10;y = %d\n",y);

/\* demonstrate -= operator \*/

y -=5;

printf("y -=5;y = %d\n",y);

/\* demonstrate \*= operator \*/

y \*=4;

printf("y \*=4;y = %d\n",y);

/\* demonstrate /= operator \*/

y /=2;

printf("y /=2;y = %d\n",y);

}

**5.8 Increment and decrement operator**

The traditional method of incrementing numbers is by coding something like:

a = a + 1;

Within C, this syntax is valid but you can also use the ++ operator to perform the same function. a++;

will also add 1 to the value of **a**. By using a similar syntax you can also decrement a variable as shown below.

a--;

These operators can be placed as a prefix or post fix as below:

a++; ++a;

When used on their own (as above) the prefix and postfix have the same effect BUT within an expression there is a subtle difference....

1. Prefix notation will increment the variable BEFORE the expression is evaluated.

2. Postfix notation will increment AFTER the expression evaluation. Here is an example:

main() main()

{ {

int a=1; int a=1;

printf(" a is %d", ++a); printf(" a is %d", a++);

} }

In both examples, the final value of **a** will be 2. BUT the first example will print 2 and the second will print 1.

Example Code

#include<stdio.h>

main()

{

/\*

\* ++i - i incremented before i is used.

\* --i - i decremented before i is used.

\* j++ - j is incremented AFTER j has been used.

\* j-- - j is decremented AFTER j has been used.

\*/

int i=1,j=1;

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| puts("\tDemo 1");  printf("\t%d %d\n",++i, j++); | /\* | O/P | 2 | 1 | \*/ |
| printf("\t%d %d\n",i, j); | /\* | O/P | 2 | 2 | \*/ |
| i=1;j=1; |  |  |  |  |  |
| puts("\n\tDemo 2");  printf("\t%d \n",i=j++); | /\* | O/P | 1 |  | \*/ |
| printf("\t%d \n",i=++j); | /\* | O/P | 3 |  | \*/ |

/\* Consider this code \*/

i = 0; j = 0;

puts("\n\tDemo 3");

if ( (i++ == 1) && (j++ == 1)) puts("Some text");

/\* Will i and j get incremented? The answer is NO! Because

\* the expression in the left of '&&' resolves to false the

\* compiler does NOT execute the expression on the right and

\* so 'j' does not get executed!!!!! \*/

printf("\t%d %d\n",i, j); /\* O/P 1 0 \*/

}

**5.9 Bitwise operators**

C provides six bitwise operators for manipulating bit. The bitwise operator ca only be applied to integral operands such as char, short, int and long. The following table illustrate C bitwise

operators:

|  |  |
| --- | --- |
| **C Bitwise Operators** | **Description** |
| & | Bitwise AND |
| | | Bitwise inclusive OR |
| ^ | Bitwise exclusive OR |
| << | Bitwise left shift |
| >> | Bitwise right shift |
| ~ | one's complement |

The bitwise operators are preferred in some contexts because bitwise operations are faster than

(+) and (-) operations and significantly faster than (\*) and (/) operations.

**Example of C Bitwise Operators**

Here is a simple program that demonstrates C bitwise operators:

/\* Purpose: Demonstrates C bitwise operators \*/

#include <stdio.h>

void main() {

int d1 = 4, /\* binary 101 \*/ d2 = 6, /\* binary 110 \*/ d3;

printf("\nd1=%d", d1);

printf("\nd2=%d", d2);

d3 = d1 & d2; /\* 0101 & 0110 = 0100 (=4) \*/

printf("\n Bitwise AND d1 & d2 = %d", d3);

d3 = d1 | d2; /\* 0101 | 0110 = 0110 (=6) \*/

printf("\n Bitwise OR d1 | d2 = %d", d3);

d3 = d1 ^ d2; /\* 0101 & 0110 = 0010 (=2) \*/

printf("\n Bitwise XOR d1 ^ d2 = %d", d3);

d3 = ~d1; /\* ones complement of 0000 0101 is 1111 1010 (-5) \*/

printf("\n Ones complement of d1 = %d", d3);

d3 = d1 << 2; /\* 0000 0101 left shift by 2 bits is 0001 0000 \*/

printf("\n Left shift by 2 bits d1 << 2 = %d", d3);

d3 = d1 >> 2; /\* 0000 0101 right shift by 2 bits is 0000 0001 \*/

printf("\n Right shift by 2 bits d1 >> 2 = %d", d3); }

**6.1 Arithmetic Expressions**

 An expression is a string of symbols

 Arithmetic expressions are made up of variable names, binary operators and brackets. But in actual computer languages there are many other things such as powers(\*\*),unary minus(-a),numbers(22/7\*3.12a) and things like function(a=find(a,b)+c) and array references may be present.

 We are going to consider the expressions with variables(a-z), digits, binary operators(+,-

,\*,/) and brackets[(-left & )-right]

 Example of some arithmetic expression a+b-c

a+b+c\*d

(a+b)\*(c-d)

**6.2 Types of Expression**

An expression can be in 3 form

1. Infix Expression

2. Prefix Expression

3. Postfix Expression

 Infix, prefix and postfix notations are different ways of writing expression.

 In the 3 ways, the operands occur in the same order but the operators have to be moved.

 We are using infix type of expression in our daily life but the computer uses postfix or prefix type of expression

**Infix Notation:**

Operators are written in between their operands

 This is used in our common mathematical expressions.

 The operations(order of evaluation) are performed from left to right. and it obeys precedence rules ie multiplication and division are performed before addition and subtraction.

 Brackets can be used to change the order of evaluation

examples

A+B (b) X\*(Y+Z)

**Prefix Notation (Polish notation)**

 Operators are written before their operands

 Order of evaluation from right to left.

 example

+AB (b)\*X+YZ

**Postfix Notation (Reverse Polish notation)**

 Operators are written after their operands

 The order of evaluation of operators is always from left to right

 brackets cannot be used to change the order of evaluation.

 Example

AB+, (b) XYZ+\*

**6.3 Operator Precedence**
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 In the table the precedence is decreasing downwardly

 If there are two operators with same precedence then computer start to solve the expression from left to right

|  |
| --- |
| **Operator** |
| **()** |
| **\*,/,%** |
| **+,-** |

**6.3 Arithmetic Expression Evaluation**

An important application of stacks is parsing. ie a compiler must evaluate arithmetic expressions written using infix notation.

 The problem of parsing infix expression can be break in to 2 stages

1. Infix to Postfix Conversion

2. Evaluating a Postfix expression

 Converting an infix expression in to postfix expression and evaluating a Postfix expression is a easier problem than directly evaluating Infix expression

**6.4 Some Computational Problems**

Program: converting Infix expression to postfix expression

#include<stdio.h>

#define SIZE 40 **char** stack[SIZE]; **int** top=-1;

**void** push(**char** data)

{

if(top==SIZE-1)

{

printf("Stack is full\n");

return;

}

else

{

top=top+1;

stack[top]=data;

printf("Pushed element is %c\n",data);

}

}

**char** pop()

{

**char** ch;

if(top<0)

{

printf("stack is empty\n");

return;

}

else

{

ch=stack[top];

printf("poped element is%c\n",ch);

top=top-1;

return(ch);

}

}

**int** check\_pre(**char** a ,**char** b)

{

//operators are arranged in the array based

//on their priority. from low to high **char** op[]={'-','+','%','/','\*','(',')'}; **int** i,c1=0,c2=0;

for(i=0;i<7;i++)

{

if(a==op[i])

c1=i+1;

else if(b==op[i])

c2=i+1;

}

if(c1>c2)

return(1);

else if(c1<c2)

return(-1);

else

return(0);

}

**int** main()

{

**char** in\_str[50],out\_str[50];

**char** ch,temp;

**int** x=0,y=0,pre;

printf("Enter the infix string\n");

scanf("%s",in\_str); ch=in\_str[x]; while(ch!='\0')

{

//for operand

if((ch>='a' && ch<='z') || (ch<='A' && ch>='Z') ||

(ch>='0' && ch<='9'))

out\_str[y++]=ch;

//for '(' paranthesis else if(ch=='(')

push(ch);

//for ')' parenthesis else if(ch==')')

{

temp=pop();

while(temp!='(')

{

out\_str[y++]=temp;

temp=pop();

}

// if(temp=='(')

// pop();

}

//for operator else

{

//if the stack is empty or

// the stack top element is '('

//just push the operator in to the stack if (top==-1 || stack[top]=='(')

push(ch);

else

{

temp=stack[top];

//check the precedence pre=check\_pre(ch,temp); if(pre<0 )

{

do{ out\_str[y++]=pop(); temp=stack[top];

}while(top!=-1 && temp!='(' && (check\_pre(ch,temp)<0));

push(ch);

}

else

{

push(ch);

}

}

}

x++;

ch=in\_str[x];

}

while(top!=-1)

{

out\_str[y++]=pop();

}

out\_str[y]='\0';

printf("Postfix string=%s\n",out\_str);

return;

}
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Output:

Enter the infix string ((a+b)\*c-(d-e))%(f+g) Pushed element is ( Pushed element is ( Pushed element is + poped element is+

poped element is( Pushed element is \* poped element is\* Pushed element is - Pushed element is ( Pushed element is - poped element is- poped element is( poped element is- poped element is( Pushed element is % Pushed element is ( Pushed element is + poped element is+ poped element is( poped element is%

Postfix string=ab+c\*de--fg+%

**6.5 Type Conversions in Expressions**

Consider the following statements:

CharVar = 15; // A char variable

integerVar = 56000; // An integer variable

Sum:= CharVar + integerVar;

The last statement involves one or two type conversions. The rightmost statement involves the evaluation of the expression CharVar + integerVar (char + integer). In order to evaluate this expression, the first operand (CharVar) will have to be converted from char to integer. The addition operator will then return an integer result.

If the type of the leftmost variable has been declared as, for example, decimal, the result must be converted from integer to decimal before its value can be assigned to Sum.

The following examples describe the type conversions which can take place when expressions are evaluated. The following guidelines are used:

 When asked to evaluate an expression of mixed data types, the system will (if possible)

always convert at least one of the operands to a more general data type.

 The data types in the two main groups, numbers and strings, can be ranked from "most general" to "least general."
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 The most general data types include all the possible values from the less general data types: a decimal is more general than an integer, which is more general than a char.

 Type conversion can take place in some cases even though two operands have the same type.

These rules can be illustrated by the following examples.

**Example 1**

The following example shows the evaluation of a numeric expression.

integer + decimal

This expression contains two sub-expressions of different data types. Before it can add these two sub-expressions, the system must convert the leftmost sub-expression to decimal.

decimal + decimal

When the leftmost sub-expression has been converted, the expression can be evaluated, and the resulting data type will be decimal.

decimal + decimal = decimal

**Example 2**

The following example shows the evaluation of a string expression.

text + code

This expression contains two sub-expressions that must be concatenated. To do this, the system must convert the sub-expression of the least general data type (code) to the most general data type (text).

text + text

When the rightmost argument has been converted, the expression can be evaluated, and the resulting data type will be text.

text + text = text

**6.6 Operator Precedence and Associativity**

The data type and the value of an expression depend on the data types of the operands and the order of evaluation of operators which is determined by the precedence and associativity of operators. Let us first consider the order of evaluation. When expressions contain more than one operator, the order in which the operators are evaluated depends on their precedence levels. A higher precedence operator is evaluated before a lower precedence operator. If the precedence levels of operators are the same, then the order of evaluation depends on their associativity (or, grouping).

In the table, there are 15 precedence levels 0 through 14: higher level implies higher precedence. The precedence levels of operators are separated by solid lines with operators within solid lines having the same precedence level. For example, binary arithmetic operators, , and % have the same precedence level which is higher than binary +, and. Observe that the precedence of the assignment operator is lower than all but the ``comma'' operator (described below). This is in accordance with the rule that the expression on the right side of an assignment is evaluated first, and then its value is assigned to the left hand side object. On the other hand, ``function call'' has the highest precedence, since a function *value* is treated like a variable reference in an expression. In any expression, parentheses may be used to over ride the precedence of the operators - innermost parentheses are always evaluated first. The precedence of binary logical operators is lower than that of binary relational operators; that of binary relational operators is lower than that of binary arithmetic operators, and so forth. The unary NOT operator has precedence higher than that of all binary operators.

Table below shows the precedence levels and associativity of all C operators.
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When operators of the same precedence level appear in an expression, the order of evaluation is determined by the associativity. Except for the assignment operator, associativity of most binary operators is left to right; associativity of the assignment operator and most unary operators is right to left. Consider the following program fragment:

int x = 10, y = 7, z = 20;

When a logical operator is used in an expression, the entire expression is not evaluated if the result of the entire logical expression is clear. For example,

(x > 0) && (y > 0) (x > 0) || (y > 0)

In the first expression, if x > 0 is False, there is no need to evaluate the second part of the logical AND expression since the AND operation will be False. Similarly, in the second expression, the logical OR expression is True if the first part, x > 0, is True; there is no need to evaluate the second part. C evaluates only those parts of a logical expression that are required in order to arrive at the result of the expression.

When in doubt as to the order of evaluation within an expression, parentheses may be used to ensure evaluation is performed as intended.

**6.7 Mathematical Function**

**<math.h>**

Mathematics is relatively straightforward library to use again. You **must** #include <math.h> and must **remember** to link in the math library at compilation:

cc mathprog.c -o mathprog -lm

A common source of error is in forgetting to include the <math.h> file (and yes experienced prog rammers make this error also). Unfortunately the C compiler does not help much. Consider:

double x;

x = sqrt(63.9);

Having not seen the prototype for sqrt the compiler (by default) assumes that the function returns an int and converts the value to a double with meaningless results.

**Math Functions available in C**

Below we list some common math functions. Apart from the note above they should be easy to u se and we have already used some in previous examples. We give no further examples here:

double acos(double x) -- Compute arc cosine of x. double asin(double x) -- Compute arc sine of x. double atan(double x) -- Compute arc tangent of x.

double atan2(double y, double x) -- Compute arc tangent of y/x, using the signs of both argument s to determine the quadrant of the return value.

double ceil(double x) -- Get smallest integral value that exceeds x. double cos(double x) -- Compute cosine of angle in radians.

double cosh(double x) -- Compute the hyperbolic cosine of x. div\_t div(int number, int denom) -- Divide one integer by another. double exp(double x -- Compute exponential of x

double fabs (double x ) -- Compute absolute value of x.

double floor(double x) -- Get largest integral value less than x.

double fmod(double x, double y) -- Divide x by y with integral quotient and return remainder. double frexp(double x, int \*expptr) -- Breaks down x into mantissa and exponent of no. labs(long n) -- Find absolute value of long integer n.

double ldexp(double x, int exp) -- Reconstructs x out of mantissa and exponent of two. ldiv\_t ldiv(long number, long denom) -- Divide one long integer by another.

double log(double x) -- Compute log(x).

double log10 (double x ) -- Compute log to the base 10 of x.

double modf(double x, double \*intptr) -- Breaks x into fractional and integer parts. double pow (double x, double y) -- Compute x raised to the power y.

double sin(double x) -- Compute sine of angle in radians. double sinh(double x) - Compute the hyperbolic sine of x. double sqrt(double x) -- Compute the square root of x.

void srand(unsigned seed) -- Set a new seed for the random number generator (rand).

double tan(double x) -- Compute tangent of angle in radians. double tanh(double x) -- Compute the hyperbolic tangent of x.

**Unit - II**

**7.1 Control Statements**

A program consists of a number of statements which are usually executed in sequence. Programs can be much more powerful if we can control the order in which statements are run.

Statements fall into three general types;

 Assignment, where values, usually the results of calculations, are stored in variables.

 Input / Output, data is read in or printed out.

 Control, the program makes a decision about what to do next.

This section will discuss the use of control statements in C. We will show how they can be used to write powerful programs by;

 Repeating important sections of the program.

 Selecting between optional sections of a program.

**7.2 The if else Statement**

This is used to decide whether to do something at a special point, or to decide between two courses of action.

The following test decides whether a student has passed an exam with a pass mark of 45

if (result >= 45)

printf("Pass\n");

else

printf("Fail\n");

It is possible to use the if part without the else.

if (temperature < 0)

print("Frozen\n");

Each version consists of a test, (this is the bracketed statement following the if). If the test is true then the next statement is obeyed. If is is false then the statement following the else is obeyed if present. After this, the rest of the program continues as normal.

If we wish to have more than one statement following the if or the else, they should be grouped together between curly brackets. Such a grouping is called a compound statement or a block.

if (result >= 45)

{ printf("Passed\n");

printf("Congratulations\n")

}

else

{ printf("Failed\n");

printf("Good luck in the resits\n");

}

Sometimes we wish to make a multi-way decision based on several conditions. The most general way of doing this is by using the else if variant on the if statement. This works by cascading several comparisons. As soon as one of these gives a true result, the following statement or block is executed, and no further comparisons are performed. In the following example we are awarding grades depending on the exam result.

if (result >= 75)

printf("Passed: Grade A\n");

else if (result >= 60)

printf("Passed: Grade B\n");

else if (result >= 45)

printf("Passed: Grade C\n");

else

printf("Failed\n");

In this example, all comparisons test a single variable called result. In other cases, each test may involve a different variable or some combination of tests. The same pattern can be used with more or fewer else if's, and the final lone else may be left out. It is up to the programmer to devise the correct structure for each programming problem.

**7.3 The switch Statement**

This is another form of the multi way decision. It is well structured, but can only be used in certain cases where;

 Only one variable is tested, all branches must depend on the value of that variable. The variable must be an integral type. (int, long, short or char).

 Each possible value of the variable can control a single branch. A final, catch all, default branch may optionally be used to trap all unspecified cases.

Hopefully an example will clarify things. This is a function which converts an integer into a vague description. It is useful where we are only concerned in measuring a quantity when it is quite small.

estimate(number)

int number;

/\* Estimate a number as none, one, two, several, many \*/

{ switch(number) {

case 0 : printf("None\n"); break;

case 1 : printf("One\n"); break;

case 2 : printf("Two\n"); break;

case 3 :

case 4 :

case 5 : printf("Several\n"); break;

default : printf("Many\n"); break;

}

}

Each interesting case is listed with a corresponding action. The break statement prevents any further statements from being executed by leaving the switch. Since case 3 and case 4 have no following break, they continue on allowing the same action for several values of number.

Both if and switch constructs allow the programmer to make a selection from a number of possible actions.

The other main type of control statement is the loop. Loops allow a statement, or block of statements, to be repeated. Computers are very good at repeating simple tasks many times, the loop is C's way of achieving this.

**7.4 Loops**

C gives you a choice of three types of loop, while, do while and for.

 The while loop keeps repeating an action until an associated test returns false. This is useful where the programmer does not know in advance how many times the loop will be traversed.

 The do while loops is similar, but the test occurs after the loop body is executed. This ensures that the loop body is run at least once.

 The for loop is frequently used, usually where the loop will be traversed a fixed number of times. It is very flexible, and novice programmers should take care not to abuse the power it offers.

**7.5 The while Loop**

The while loop repeats a statement until the test at the top proves false.

As an example, here is a function to return the length of a string. Remember that the string is represented as an array of characters terminated by a null character '\0'.

int string\_length(char string[])

{ int i = 0;

while (string[i] != '\0')

i++;

return(i);

}

The string is passed to the function as an argument. The size of the array is not specified, the function will work for a string of any size.

**7.6 The do while Loop**

This is very similar to the while loop except that the test occurs at the end of the loop body. This guarantees that the loop is executed at least once before continuing. Such a setup is frequently used where data is to be read. The test then verifies the data, and loops back to read again if it was unacceptable.

do

{ printf("Enter 1 for yes, 0 for no :");

scanf("%d", &input\_value);

} while (input\_value != 1 && input\_value != 0)

**7.7 The for Loop**

The for loop works well where the number of iterations of the loop is known before the loop is entered. The head of the loop consists of three parts separated by semicolons.

 The first is run before the loop is entered. This is usually the initialisation of the loop variable.

 The second is a test, the loop is exited when this returns false.

 The third is a statement to be run every time the loop body is completed. This is usually an increment of the loop counter.

The example is a function which calculates the average of the numbers stored in an array. The function takes the array and the number of elements as arguments.

float average(float array[], int count)

{ float total = 0.0;

int i;

for(i = 0; i < count; i++)

total += array[i];

return(total / count);

}

The for loop ensures that the correct number of array elements are added up before calculating the average.

The three statements at the head of a for loop usually do just one thing each, however any of them can be left blank. A blank first or last statement will mean no initialisation or running increment. A blank comparison statement will always be treated as true. This will cause the loop to run indefinitely unless interrupted by some other means. This might be a return or a break statement.

It is also possible to squeeze several statements into the first or third position, separating them with commas. This allows a loop with more than one controlling variable. The example below

illustrates the definition of such a loop, with variables hi and lo starting at 100 and 0 respectively and converging.

for (hi = 100, lo = 0; hi >= lo; hi--, lo++)

The for loop is extremely flexible and allows many types of program behavior to be specified simply and quickly.

**7.8 The break Statement**

We have already met break in the discussion of the switch statement. It is used to exit from a loop or a switch, control passing to the first statement beyond the loop or a switch.

With loops, break can be used to force an early exit from the loop, or to implement a loop with a test to exit in the middle of the loop body. A break within a loop should always be protected within an if statement which provides the test to control the exit condition.

The while loop is used to look at the characters in the string one at a time until the null character is found. Then the loop is exited and the index of the null is returned. While the character isn't null, the index is incremented and the test is repeated.

**7.9 The continue Statement**

This is similar to break but is encountered less frequently. It only works within loops where its effect is to force an immediate jump to the loop control statement.

 In a while loop, jump to the test statement.

 In a do while loop, jump to the test statement.

 In a for loop, jump to the test, and perform the iteration.

Like a break, continue should be protected by an if statement. You are unlikely to use it very often.

**7.10 The goto Statement and labels**

C has a goto statement which permits unstructured jumps to be made. The goto statement is used to alter the normal sequence of program execution by transferring control to some other part of the program unconditionally. In its general form, the goto statement is written as

**goto label;**

Where the label is an identifier that is used to label the target statement to which the control is transferred. Control may be transferred to anywhere within the current function. The target statement must be labeled, and a colon must follow the label. Thus the target statement will appear as

**label:statement;**

Each labeled statement within the function must have a unique label, i.e., no two statements can have the same label.

**CHAPTER - 8**

**8.1 Introduction**

Storage class refers to the permanence of a variable, and its scope which the program, i.e., the portion of the program over which the variable is recognized.

C has a concept of 'Storage classes' which are used to define the scope (visibility) and life time of variables and/or functions.

There are four different storage-class specifications in C:

 automatic,

 external,

 static

 register

They are identified by the keywords,

 auto

 extern,

 static,

 register, respectively.

We will discuss the automatic, external and static storage classes within this unit. The storage class associated with a variable can sometimes be established simply by the location of the variable declaration within the program. In other situations, however, the keyword that specifies a particular storage class must be placed at the beginning of the variable declaration.

**8.2 AUTOMATIC VARIABLES**

Automatic variables are always declared within a function and are local to the function in which they are declared; that is, their scope is confined to that function. Automatic variables defined in different functions will therefore be independent of one another, even though they may have the same name. Any variable declared within a function is interpreted as an automatic variable unless a different storage-class specification is shown within the declaration. This includes formal argument declarations. All of the variables in the programming examples encountered earlier in this book have been automatic variables. Since the location of the variable declarations within the program determines the automatic storage class, the keyword auto is not required at the beginning of each variable declaration. There is no harm in including an auto specification within a declaration, though this is normally not done.

**8.3 auto - storage class**

auto is the default storage class for local variables.

{

int Count;

auto int Month;

}

The example above defines two variables with the same storage class. auto can only be used within functions, i.e. local variables.

EXAMPLE: Calculating Factorials Consider once again the program for calculating factorials, originally shown in Example.. Within main, n is an automatic variable. Within factorial, i and prod, as well as the formal argument n, are automatic variables. - The storage-class designation auto could have been included explicitly in the variable declarations if we had wished. Thus, the program could have been written as follows.

/\* calculate the factorial of an integer quantity \*/

#include <stdio. h>

long int factorial(int n);

main ()

{

auto int n;

1\* read in the integer quantity \*1

printf (―\nn = ― );

scanf(―%d‖, &n);

/\* calculate and display the factorial \*/

printf (‖\nn! = %ld‖, factorial(n));

}

long int factorial (auto int n) /\* calculate the factorial \*/

{

auto int i;

auto long int prod = 1;

if (n > 1)

for (i = 2; i <= n; ++j)

prod \*= i;

return (prod);

}

Either method is acceptable. As a rule, however, the auto designation is not included in variable or formal argument declarations, since this is the default storage class. Thus, the program shown in Example 8.10 represents a more common programming style. Automatic variables can be assigned initial values by including appropriate expressions within the variable declarations, as in the above example, or by explicit assignment expressions elsewhere in the function. Such values will be reassigned each time the function is reentered. If an automatic variable is not initialized in some manner, however, its initial value will be unpredictable, and probably unintelligible.

An automatic variable does not retain its value once control is transferred out of its defining function. Therefore, any value assigned to an automatic variable within a function will be lost once the function is exited. If the program logic requires that an automatic variable be assigned a particular value each time the function is executed, that value will have to be reset whenever the function is reentered (i.e., whenever the function is accessed).

**8.4 EXTERNAL (GLOBAL) VARIABLES**

External variables, in contrast to automatic variables, are not confined to single functions. Their scope extends from the point of definition through the remainder of the program. They are often referred to as global variables.

 Since external variables are recognized globally, they can be accessed from any function that falls within their scope. They retain their assigned values within this scope. Therefore an external variable ‗can be assigned a value within one function, and this value can be used (by accessing the external variable) within another function.

 The use of external variables provides a convenient mechanism for transferring information back and forth between functions. In particular, we can transfer information into a function without using arguments. This is especially convenient when a function requires numerous input data items. Moreover, we now have a way to transfer multiple data items out of a function, since the return statement can return only one data item.

 When working with external variables, we must distinguish between external variable definitions and external variable declarations. An external variable definition is written in the same manner as an ordinary variable declaration. It must appear outside of, and usually before, the functions that access the external variables. An external variable definition will automatically allocate the required storage space for the external variables within the computer‘s memory.

 The storage-class specifier extern is not required in an external variable definition, since the external variables will be identified by the location of their definition within the

program. In fact, many C compilers forbid the use of extern within an external variable definition. We will follow this convention within this book.

If a function requires an external variable that has been defined earlier in the program, then the function may access the external variable freely, without any special declaration within the function. (Remember however, that any alteration to the value an external variable within a function will be recognized within the entire scope of the external variable.)

On the other hand, if the function definition precedes the external variable definition, then the function must include a declaration for that external variable. The function definitions within a large program often include external variable declarations, whether they are needed or not, as a matter of good programming practice.

 An external variable declaration must begin with the storage-class specifier extern. The name of the external variable and its data type must agree with the corresponding external variable definition that appears outside of the function. Storage space for external variables will not be allocated as a result of an external variable declaration. Moreover, an external variable declaration cannot include the assignment of initial values. These distinctions between an external variable definition and an external variable declaration are very important.

Finally, it should be pointed out that there are inherent dangers in the use of external variables, since an alteration in the value of an external variable within a function will be carried over into other parts of the program. Sometimes this happens inadvertently, as a side effect of some other action. Thus, there is the possibility that the value of an external value will be changed unexpectedly, resulting in a subtle programming error. You should decide carefully which storage class is most appropriate for each particular programming situation.

**8.5 extern - storage Class**

extern defines a global variable that is visible to ALL object modules. When you use 'extern' the variable cannot be initialized as all it does is point the variable name at a storage location that

has been previously defined.

Source 1

--------

extern int count;

write()

{

printf("count is %d\n", count);

}

Source 2

--------

int count=5;

main()

{

write();

}

Count in 'source 1' will have a value of 5. If source 1 changes the value of count - source 2 will see the new value.

**8.6 register - Storage Class**

register is used to define local variables that should be stored in a register instead of RAM. This means that the variable has a maximum size equal to the register size (usually one word) and cant have the unary '&' operator applied to it (as it does not have a memory location).

{

register int Miles;

}

Register should only be used for variables that require quick access - such as counters. It should also be noted that defining 'register' goes not mean that the variable will be stored in a register. It means that it might be stored in a register - depending on hardware and implementation restrictions.

**8.7 STATIC VARIABLES**

 Static variables are defined within individual functions and therefore have the same scope as automatic variables; i.e., they are local to the functions in which they are defined. Unlike automatic variables, however, static variables retain their values throughout the life of the program. Thus, if a function is exited and then re-entered at a later time, the static variables defined within that function will retain their former values. This feature allows functions to retain information permanently throughout the execution of a program.

 Static variables are defined within a function in the same manner as automatic variables, except that the variable declaration must begin with the static storage-class designation. Static variables can be utilized within the function in the same manner as other variables.

They cannot, however, be accessed outside of their defining function. It is not unusual to define automatic or static variables having the same names as external variables. In such situations the local variables will take precedence over the external variables, though the values of the external variables will be unaffected by any manipulation of the local variables. Thus the external variables maintain their independence from locally defined automatic and static variables. The same is true of local variables within one function that have the same names as local variables within another function.

EXAMPLE: Shown below is the skeletal structure of a C program that includes variables belonging to several different storage classes.

float a, b, c;

void dummy(void);

main ()

{

static float a;

…………..

}

void dummy(void)

{

static int a;

int b;

}

Within this program a, b and c are external, floating-point variables. However, a is redefined as a static floating-point variable within main. Therefore, b and c are the only external variables that will, be recognized within main. Note that the static local variable a will be independent of the external variable a. Similarly, a and b are redefined as integer variables within dummy. Note that a is a static variable, but b is an automatic variable. Thus, a will retain its former value whenever dummy is reentered, whereas b will lose its value whenever control is transferred out of dummy. Furthermore, c is the only external variable that will be recognized within dummy. Since a and b are local to dummy, they will be independent of the external variables a, b and c, and the static variable a defined within main. The fact that a and b are declared as integer variables within dummy and floating-point variables elsewhere is therefore immaterial, Initial values can be included in the static variable declarations. The rules associated with the assignment of these values are essentially the same as the rules associated with the initialization of external variables, even though the static variables are defined locally within a function. In particular:

1.The initial values must be expressed as constants, not expressions.

2.The initial values are assigned to their respective variables at the beginning of program execution.

The variables retain these values throughout the life of the program, unless different values are assigned during the course of the computation.

3.Zeros will be assigned to all static variables whose declarations do not include explicit initial values.

Hence, static variables will always have assigned values.

**8.8 static - Storage Class**

Static is the default storage class for global variables. The two variables below (count and road)

both have a static storage class.

static int Count;

int Road;

main()

{

printf("%d\n", Count);

printf("%d\n", Road);

}

'static' can also be defined within a function. If this is done, the variable is initialized at compilation time and retains its value between calls. Because it is initialized at compilation time, the initialization value must be a constant. This is serious stuff - treated with care.

void Func(void)

{

static Count=1;

}

There is one very important use for 'static'. Consider this bit of code.

char \*Func(void);

main()

{

char \*Text1; Text1 = Func();

}

char \*Func(void)

{

char Text2[10]="martin";

return(Text2);

}

‗Func' returns a pointer to the memory location where 'Text2' starts BUT Text2 has a storage class of auto and will disappear when we exit the function and could be overwritten by something else. The answer is to specify:

static char Text[10]="martin";

The storage assigned to 'Text2' will remain reserved for the duration if the program.

**Programming Concepts and C Module - 3**

**Unit - III**

**9.1 Introduction to Functions**

A number of statements grouped into a single logical unit are called a function. The use of function makes programming easier since repeated statements can be grouped into functions. Splitting the program into separate function make the program more readable and maintainable.

It is necessary to have a single function ‗main‘ in every C program, along with other functions used/defined by the programmer.

A function definition has two principal components: the function header and body of the function. The function header is the data type of return value followed by function name and (optionally) a set of arguments separated by commas and enclosed in parenthesis. Associated type to which function accepts precedes each argument. In general terms function header statement can be written as

return\_type function\_name (type1 arg1,type2 arg2,..,typen argn)

where return\_type represents the data type of the item that is returned by the function, function\_name represents the name of the function, and type1,type2,…,typen represents the data type of the arguments arg1,arg2,..,argn.

Example: Following function returns the sum of two integers. int add(int p, int q)

{

return p+q; //Body of the function

}

Here p and q are arguments. The arguments are called formal arguments or formal parameters, because they represent the name of the data item that is transferred into the function from the calling portion of the program. The corresponding arguments in the function call are called actual arguments or actual parameters, since they define the data items that are actually transferred.

A function can be invoked whenever it is needed. It can be accessed by specifying its name followed by a list of arguments enclosed in parenthesis and separated by commas. e.g., add(5,10);

The following condition must be satisfied for function call.

 The number of arguments in the function calls and function declaration must be same.

 The prototype of each of the argument in the function call should be same as the corresponding parameter in the function declaration statement.

For example the code shown bellow illustrate how function can be used in programming

//C Program for Addition of Two Number's using User Define Function

#include<stdio.h>

#include<conio.h>

float add(float,float); // function declaration void main()

{

float a,b,c;

clrscr();

printf("Enter the value for a & b\n\n");

scanf("%f

%f",&a,&b); c=add(a,b); printf("\nc=%f",c); getch();

}

// Here is the function definitation float add(float x,float y)
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{

float z; z=x+y; return(z);

}

**9.2 Graphical Representation of Working Principal of Functions**

**9.3 The Need for Function**

Functions are very much required in hard core programming because of many reasons. Here we list out most common necessity for function requirement:

 Functions can be executed as many times as necessary from different points in a program.

 Without the ability to package a block of code into a function, programs would end up being much larger, since you would typically need to replicate the same code at various points in your program.

 But the real reason that you need functions is to modularize your program into easily manageable chunks.

 Functions allow a program to be segmented so that it can be written piecemeal, and each piece tested independently before bringing it together with the other pieces.

 It also allows the work to be divided among members of a programming team, with each team member taking responsibility for a tightly specified piece of the program, with a well defined functional interface to the rest of the code.

 Real world large scale programming projects are developed using this approach

**9.4 Types of C functions**

Basically, there are two types of functions in C on basis of whether it is defined by user or not.

Library function

User defined function

**9.5 Library function**

Library functions are the in-built function in C programming system. For example:

main()
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printf()
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The execution of every C program starts from this main. prinf() is used for displaying output in C.

scanf()

scanf() is used for taking input in C.
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for further information about the library functions readers can look into help section of C compiler and more library functions and their usage is discussed in forthcoming sections and modules.

**9.6 User defined function**

C provides programmer to define their own function according to their requirement known as user defined functions.

Example of how C function works

#include <stdio.h>

void function\_name(){

................

................

}

int main(){

...........

........... function\_name();

...........

...........

}

As mentioned earlier, every C program begins from main() and program starts executing the codes inside main function. When the control of program reaches to function\_name() inside main. The control of program jumps to "void function\_name()" and executes the codes inside it. When, all the codes inside that user defined function is executed, control of the program jumps to statement just below it. Analyze the figure below for understanding the concept of function in C.

![](data:image/jpeg;base64,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)

Remember, the function name is an identifier and should be unique.

**Advantages of user defined functions**

 User defined functions helps to decompose the large program into small segments which makes programmer easy to understand, maintain and debug.

 If repeated code occurs in a program. Function can be used to include those codes and execute when needed by calling that function.

 Programmer working on large project can divide the workload by making different functions.

**Example of user defined function**

/\*Program to demonstrate the working of user defined function\*/

#include <stdio.h>

int add(int a, int b); //function prototype(declaration)

int main(){

int num1,num2,sum;

printf("Enters two number to add\n"); scanf("%d %d",&num1,&num2); sum=add(num1,num2); //function call printf("sum=%d",sum);

return 0;

}

int add(int a,int b) //function declarator

{

/\*line 13-19 is called function body

line 12-19 is called function definition.\*/

int add;

add=a+b;

return add; //return statement of function

}

**9.7 Prototype of a Function**

Every function in C programming should be declared before they are used. This type of declaration are also called function prototype. Function prototype gives compiler information about function name, type of arguments to be passed and return type.

Syntax of function prototype

*return\_type function\_name(type(1) argument(1),....,type(n) argument(n));*

Here, in the above example, function prototype is "int add(int a, int b);" which provides following information to the compiler:

1. name of the function is "add"

2. return type of the function is int.

3. two arguments of type int are passed to function.

Function prototype is not needed, if you write function definition above the main function. In this program if the code from line 12 to line 19 is written above main( ), there is no need of function prototype.

**9.8 Calling a Function**

Control of the program cannot be transferred to user-defined function (function definition) unless it is called (invoked).

Syntax of function call

*function\_name(argument(1),....argument(n));*

In the above example, function call is made using statement "add(num1,num2);" in line 9. This makes control of program transferred to function declarator (line 12). In line 8, the value

returned by function is kept into "sum" which you will study in detail in function return type of next unit.

**9.9 Functions Arguments**

Before the Standard, it was not possible to give any information about a function's arguments except in the definition of the function itself. The information was only used in the body of the function and was forgotten at the end. In those bad old days, it was quite possible to define a function that had three double arguments and only to pass it one int, when it was called. The program would compile normally, but simply not work properly. It was considered to be the programmer's job to check that the number and the type of arguments to a function matched correctly. As you would expect, this turned out to be a first-rate source of bugs and portability problems. Here is an example of the definition and use of a function with arguments, but omitting for the moment to declare the function fully.

#include <stdio.h>

#include <stdlib.h>

main(){

void pmax(); /\* declaration \*/

int i,j;

for(i = -10; i <= 10; i++){

for(j = -10; j <= 10; j++){

pmax(i,j);

}

}

exit(EXIT\_SUCCESS);

}

/\*

\* Function pmax.

\* Returns: void

\* Prints larger of its two arguments.

\*/

void

pmax(int a1, int a2){ /\* definition \*/

int biggest;

if(a1 > a2){

biggest = a1;

}else{

}

biggest = a2;

printf("larger of %d and %d is %d\n", a1, a2, biggest);

}

To start with, notice the careful declaration that pmax returnsvoid. In the function definition, the matching void occurs on the line before the function name. The reason for writing it like that is purely one of style; it makes it easier to find function definitions if their names are always at the beginning of a line.

The function declaration (in main) gave no indication of any arguments to the function, yet the use of the function a couple of lines later involved two arguments. That is permitted by both the old and Standard versions of C, but **must nowadays be considered to be bad practice**. It is much better to include information about the arguments in the declaration too, as we will see. The old style is now an ‗obsolescent feature‘ and may disappear in a later version of the Standard.

Now on to the function definition, where the body is supplied. The definition shows that the function takes two arguments, which will be known as a1 and a2 throughout the body of the function. The types of the arguments are specified too, as can be seen.

In the function definition you don't **have** to specify the type of each argument because they will default to int, but this is bad style. If you adopt the practice of always declaring arguments, even if they do happen to be int, it adds to a reader's confidence. It indicates that you meant to use that type, instead of getting it by accident: it wasn't simply forgotten. The definition of pmax **could** have been this:

/\* BAD STYLE OF FUNCTION DEFINITION \*/

void

pmax(a1, a2){

/\* and so on \*/

The proper way to declare and define functions is through the use of *prototypes*.

**9.10 Passing Argument to a Function**

Arguments can be passed to a function by two methods, they are called passing by value and passing by reference. When a single value is passed to a function via an actual argument, the value of the actual argument is copied into the function. Therefore, the value of the corresponding formal argument can be altered within the function, but the value of the actual argument within the calling routine will not change. This procedure for passing the value of an argument to a function is known as passing by value.

Let us consider an example

#include <stdio.h>

main()

{

int x=3;

printf(“\n x=%d(from main, before calling the

function”),x);

change(x);

printf(“\n\nx=%d(from main, after calling the

function)”,x);

} change(x) int x;

{

x=x+3;

printf(“\nx=%d(from the function, after being

modified)”,x);

return;

}

The original value of x (i.e. x=3) is displayed when main begins execution. This value is then passed to the function change, where it is sum up by 3 and the new value displayed. This new value is the altered value of the formal argument that is displayed within the function. Finally, the value of x within main is again displayed, after control is transferred back to main from change.

x=3 (from main, before calling the function) x=6 (from the function, after being modified) x=3 (from main, after calling the function)

Passing an argument by value allows a single-valued actual argument to be written as an expression rather than being restricted to a single variable. But it prevents information from being transferred back to the calling portion of the program via arguments. Thus, passing by value is restricted to a one-way transfer of information. Arrays are passed differently than single- valued entities. If an array name is specified as an actual argument, the individual array elements are not copied to the function. Instead the location of the array is passed to the function. If an element of the array is accessed within the function, the access will refer to the location of that array element relative to the location of the first element. Thus, any alteration to an array element within the function will carry over to the calling routine.

**9.11 The return statement**

The return statement is very important. Every function except those returning void should have at least one, each return showing what value is supposed to be returned at that point. Although it is possible to return from a function by falling through the last }, unless the function returns void an unknown value will be returned, resulting in undefined behavior.

Here is another example function. It uses getchar to read characters from the program input and returns whatever it sees except for space, tab or newline, which it throws away.

#include <stdio.h>

int non\_space(void) {

int c;

while ( (c=getchar ())=='\t' || c== '\n' || c==' ')

; /\* empty statement \*/

return (c);

}

Look at the way that all of the work is done by the test in the while statement, whose body was an empty statement. It is not an uncommon sight to see the semicolon of the empty statement sitting there alone and forlorn, with only a piece of comment for company and readability. Please, please, never write it like this:

while (something);

with the semicolon hidden away at the end like that. It's too easy to miss it when you read the code, and to assume that the following statement is under the control of the while.

The type of expression returned must match the type of the function, or be capable of being converted to it as if an assignment statement were in use. For example, a function declared to return double could contain

return (1);

and the integral value will be converted to double. It is also possible to have just return without any expression—but this is probably a programming error unless the function returns void. Following the return with an expression is **not** permitted if the function returns void.

**9.12 Nesting Function**

A nested function is a function defined inside the definition of another function. It can be defined wherever a variable declaration is permitted, which allows nested functions within nested functions. Within the containing function, the nested function can be declared prior to being defined by using the

auto keyword. Otherwise, a nested function has internal linkage.

 A nested function can access all identifiers of the containing function that precede its definition.

 A nested function must not be called after the containing function exits.

 A nested function cannot use a goto statement to jump to a label in the containing function, or to a local label declared with the label keyword inherited from the containing function.

**10.1 The main() function**

When a program begins running, the system calls the function main, which marks the entry point of the program. By default, main has the storage class extern. Every program must have one function named main, and the following constraints apply:

 No other function in the program can be called main.

 main cannot be defined as inline or static.

 main cannot be called from within a program.

 The address of main cannot be taken.

The function main can be defined with or without parameters, using any of the following forms:

int main (void)

int main ( )

int main(int argc, char \*argv[])

int main (int argc, char \*\* argv)

Although any name can be given to these parameters, they are usually referred to as argc and argv. The first parameter, argc (argument count) is an integer that indicates how many arguments were entered on the command line when the program was started. The second parameter, argv(argument vector), is an array of pointers to arrays of character objects. The array

objects are null-terminated strings, representing the arguments that were entered on the command line when the program was started.

The first element of the array, argv[0], is a pointer to the character array that contains the program name or invocation name of the program that is being run from the command line. argv[1] indicates the first argument passed to the program, argv[2] the second argument, and so on.

**10.2 Recursion**

With argument passing safely out of the way we can look at recursion. Recursion is a topic that often provokes lengthy and unenlightening arguments from opposing camps. Some think it is wonderful, and use it at every opportunity; some others take exactly the opposite view. Let's just say that when you need it, you really **do** need it, and since it doesn't cost much to put into a language, as you would expect, C supports recursion.

Every function in C may be called from any other or itself. Each invocation of a function causes a new allocation of the variables declared inside it. In fact, the declarations that we have been using until now have had something missing: the keyword auto, meaning ‗automatically allocated‘.

/\* Example of auto \*/

main(){

auto int var\_name;

.

.

.

}

The storage for auto variables is automatically allocated and freed on function entry and return. If two functions both declare large automatic arrays, the program will only have to find room for both arrays if both functions are active at the same time. Although auto is a keyword, it is never used in practice because it's the default for internal declarations and is invalid for external ones. If an explicit initial value isn't given for an automatic variable, then its value will be unknown when it is declared. In that state, any use of its value will cause undefined behavior.

The real problem with illustrating recursion is in the selection of examples. Too often, simple examples are used which don't really get much out of recursion. The problems where it really helps are almost always well out of the grasp of a beginner who is having enough trouble trying to sort out the difference between, say, definition and declaration without wanting the extra burden of having to wrap his or her mind around a new concept as well. The chapter on data structures will show examples of recursion where it is a genuinely useful technique.

The following example uses recursive functions to evaluate expressions involving single digit numbers, the operators \*, %, /, +, - and parentheses in the same way that C does. The whole expression is evaluated and its value printed when a character not in the ‗language‘ is read. For simplicity no error checking is performed. Extensive use is made of the ungetc library function, which allows the last character read by getchar to be ‗unread‘ and become once again the next character to be read. Its second argument is one of the things declared in stdio.h.

The main places where recursion occurs are in the function unary\_exp, which calls itself, and at the bottom level where primary calls the top level all over again to evaluate parenthesized expressions.

Try running following piece of code for better understanding. Trace its actions by hand on inputs such as

1

1+2

1+2 \* 3+4

1+--4

1+(2\*3)+4

/\*Recursive code for simple C expressions\*/

#include <stdio.h>

#include <stdlib.h>

int expr(void);

int mul\_exp(void); int unary\_exp(void); int primary(void);

main(){

int val;

for(;;){

printf("expression: "); val = expr(); if(getchar() != '\n'){

printf("error\n");

while(getchar() != '\n')

; /\* NULL \*/

} else{

}

}

printf("result is %d\n", val);

exit(EXIT\_SUCCESS);

}

int expr(void){

int val, ch\_in;

val = mul\_exp();

for(;;){

switch(ch\_in = getchar()){

default:

ungetc(ch\_in,stdin);

return(val);

case '+':

val = val + mul\_exp();

break;

case '-':

val = val - mul\_exp();

break;

}

}

}

int mul\_exp(void){

int val, ch\_in;

val = unary\_exp();

for(;;){

switch(ch\_in = getchar()){

default:

ungetc(ch\_in, stdin);

return(val);

case '\*':

val = val \* unary\_exp();

break;

case '/':

val = val / unary\_exp();

break;

case '%':

val = val % unary\_exp();

break;

}

}

}

int unary\_exp(void){

int val, ch\_in;

switch(ch\_in = getchar()){

default:

ungetc(ch\_in, stdin); val = primary(); break;

case '+':

val = unary\_exp();

break;

case '-':

val = -unary\_exp();

break;

}

return(val);

}

int primary(void){

int val, ch\_in;

ch\_in = getchar();

if(ch\_in >= '0' && ch\_in <= '9'){

val = ch\_in - '0';

goto out;

}

if(ch\_in == '('){

val = expr();

getchar(); /\* skip closing ')' \*/

goto out;

out:

}

}

printf("error: primary read %d\n", ch\_in);

exit(EXIT\_FAILURE);

return(val);

**10.3 Storage Class Specifier**

Every variable and function in C programming has two properties: type and storage class. Type refers to the data type of variable whether it is character or integer or floating-point value etc. There are 4 types of storage class:

 automatic

 external

 static

 register

**Automatic storage class** Keyword for automatic variable auto

Variables declared inside the function body are automatic by default. These variables are also known as local variables as they are local to the function and doesn't have meaning outside that function Since, variable inside a function is automatic by default, keyword auto are rarely used.

**External storage class**

External variable can be accessed by any function. They are also known as global variables. Variables declared outside every function are external variables.

In case of large program, containing more than one file, if the global variable is declared in file 1 and that variable is used in file 2 then, compiler will show error. To solve this problem, keyword extern is used in file 2 to indicate that, the variable specified is global variable and declared in another file.

**Register Storage Class**

Keyword to declare register variable: register

Example of register variable

register int a;

Register variables are similar to automatic variable and exists inside that particular function only.

If the compiler encounters register variable, it tries to store variable in microprocessor's register rather than memory. Value stored in register is much faster than that of memory.

In case of larger program, variables that are used in loops and function parameters are declared register variables. Since, there are limited number of register in processor and if it couldn't store the variable in register, it will automatically store it in memory.

**Static Storage Class**

The value of static variable persists until the end of the program. A variable can be declared static using keyword: static.

For example:

Here, i is a static variable.

static int i;

**CHAPTER-11**

**11.1 Introduction: Basics of Array**

Array is a collection of same type elements under the same variable identifier referenced by index number. Arrays are widely used within programming for different purposes such as sorting, searching and etc. Arrays allow you to store a group of data of a single type. Arrays are efficient and useful for performing operations. You can use them to store a set of high scores in a

video game, a two dimensional map layout, or store the coordinates of a multi-dimensional matrix for linear algebra calculations.

Arrays are of two types single dimension array and multi-dimension array. Each of these array types can be of either static array or dynamic array. Static arrays have their sizes declared from the start and the size cannot be changed after declaration. Dynamic arrays that allow you to dynamically change their size at runtime, but they require more advanced techniques such as pointers and memory allocation.

It helps to visualize an array as a spreadsheet. A single dimension array is represented be a single column, whereas a multiple dimensional array would span out n columns by n rows. In this unit, you will learn how to declare, initialize and access single and multi dimensional arrays.

**11.2 One Dimension Arrays**

**Declaring Single Dimension Arrays**

Arrays can be declared using any of the data types available in C. Array size must be declared using constant value before initialization. A single dimensional array will be useful for simple grouping of data that is relatively small in size. You can declare a single dimensional array as follows:

Sample Code

<data type> array\_name[size\_of\_array];

Say we want to store a group of 3 possible data information that corresponds to a char value then we can declare it like this:

Sample Code

char arr\_map[4];

Note: In C language the end of string is marked by the null character 'N'. Hence to store a group of 3 possible string data. We declare the array as char arr\_map[4]; This applies for char type array.

One-dimensional string array containing 3 elements.

Array Elementarr\_map[0] arr\_map[1] arr\_map[2] arr\_map[3] Data S R D N

One-dimensional integer array containing 3 elements. Sample Code

int emp\_code[3];

Array Elementemp\_code[0] emp\_code[1] emp\_code[2] Data 7 5 8

**Initializing Single Dimension Arrays**

Array can be initialized in two ways, initializing on declaration or initialized by assignment.

**Initializing on Declaration**

If you know the values you want in the array at declaration time, you can initialize an array as follows:

Syntax: Sample Code

<data type> array\_name[size\_of\_array] = {element 1, element 2, ...}; Example:

Sample Code

char arr\_map[3] = {'S', 'R', 'D'};

This line of code creates an array of 3 chars containing the values 'S', 'R ', and 'D'. Initialized by Assignment

Sample Code

char arr\_map[3]; arr\_map[0] = 'S'; arr\_map[1] = 'R'; arr\_map[2] = 'D';

Accessing Single Dimension Array Elements

Arrays are 0-indexed, so the first array element is at index = 0, and the highest is size\_of\_array –

To access an array element at a given index you would use the following syntax: Sample Code

array\_name[index\_of\_element]; To set an element of an array equal to a value you would write: Sample Code

array\_name[index\_of\_element] = value; To access one of the arr\_map element:

Sample Code

arr\_map[0]; //value of 'S' arr\_map[1]; //value of ' R' arr\_map[2]; //value of 'D'

Trying to access a value outside the bounds of index 1 through size\_of\_array – 1, results in runtime errors. Your compiler will not complain, but your program will crash when it executes.

**11.3 Multidimensional Arrays**

Arrays can have more than one dimension. Two dimensional arrays are widely used for tables, matrices and etc. You can have as many dimensions as you would like but you have to consider the complexity of the code as you add new dimension. Multidimensional arrays allow you to store data in a spreadsheet or matrix like format.

**Declaring Multidimensional Arrays**

To declare a multidimensional array:

<data type> array\_name[size\_of\_first\_dimension][size\_of\_second\_dimension] ... A very good example is the creation of 2D maps for arrs.

char arr\_map[10][10];

This would declare a 2 dimensional array of chars that is 10 columns by 10 rows in size. You could even do a 3D map for a arr using a 3 dimensional array.

char arr\_map[10][10][5];

You can consider above array as being 10 tiles by 10 tiles on the horizontal plane, and 5 tiles high on the vertical plane.

**11.4 Initializing Multidimensional Arrays**

Just like single dimension array, you can initialize the multidimensional array also upon declaration as well as initialize by assignment.

Sample Code

<datatype>

array\_name[size\_of\_dimension1][size\_of\_second\_dimension2] ... = {

{element 1, element 2, element 3, …},

.

.

. }

};

Sample Code

char arr\_map[2][4];

array [Y][X]

arr\_map[2][4];X direction ►

Y direction▼ arr\_map[0][0] arr\_map[0][1] arr\_map[0][2] arr\_map[0][3]

arr\_map[1][0] arr\_map[2][1] arr\_map[3][2] arr\_map[4][3] Sample Code

char arr\_map[2][4] = { {'x', 'b', 'f', '&#65533;'} , {'b', 't', '&#65533;' } };

array [Y][X]

arr\_map[2][4];X direction ►

Y direction▼ x b f �

b t � empty

Here is what the above 2D arr\_map array will look like if you decided to initialize it during declaration.

Sample Code

char arr\_map[10][10] = {

{'X', 'X', 'X', 'X', 'X', 'X', 'X', 'X', 'X', 'X'},

{'X', 'H', ' ', ' ', ' ', ' ', ' ', ' ', ' ', 'X'},

{'X', ' ', ' ', ' ', ' ', ' ', ' ', ' ', ' ', 'X'},

{'X', ' ', ' ', ' ', ' ', ' ', ' ', ' ', ' ', 'X'},

{'X', ' ', ' ', ' ', ' ', ' ', ' ', ' ', ' ', 'X'},

{'X', ' ', ' ', ' ', ' ', ' ', ' ', ' ', ' ', 'X'},

{'X', ' ', ' ', ' ', ' ', ' ', ' ', ' ', ' ', 'X'},

{'X', ' ', ' ', ' ', ' ', ' ', ' ', ' ', ' ', 'X'},

{'X', ' ', ' ', ' ', ' ', ' ', ' ', ' ', ' ', 'X'},

{'X', 'X', 'X', 'X', 'X', 'X', 'X', 'X', 'X', 'X'}

};

The first index accesses the rows in the array, the second one accesses the columns. Dimensions more than 2 gets difficult to work with, as far as initializing a 3 or more dimensional array goes, you usually only see them assigned values using a series of nested for loops. Here is a simple example.

Sample Code

//loop through first dimension for (i = 0; i < 10; i++) {

//loop through second dimension for (j = 0; j < 10; j++) {

//loop through third dimension for (k = 0; k < 10; k++)

int\_array[i][j][k]) = i \* j \* k;

}

}

**Accessing Elements in Multidimensional Arrays**

To access elements in a multidimensional array, all you have to do is provide a combination of index values for each dimension to reach the desired element, just like a bunch of cells in a spreadsheet or coordinates in a n dimensional matrix or graph.

array\_name[dim1\_index][dim2\_index] ... [dimn-1\_index];

Setting values in a multidimensional array is just as simple as in a basic array, you need to add another index per dimension.

array\_name[index1][index2] ... [index s-1] = value;

Let's return to our arr\_map 2d array for an example of setting a value in a multidimensional array. We could position our hero character in the arr\_map array using this snippet:

arr\_map[1][1] = 't';

That would insert the character 'H' at the intersection of the cell found at coordinate pair (1, 1) in the array.

Here we will look at retrieving a value from a multidimensional array using the above syntax. If we wanted to print out our arr\_level map we declared earlier so that it gets displayed in the console we would use the following group of nested for loops to go through both dimensions and print every value we encounter.

Sample Code

for (i = 0; i < 10; i++) {

for (j = 0; j < 10; j++) {

printf("%c", arr\_map[i][j]);

}

}

The first for loop goes through the index values from 0 to 9 of the first dimension of the 2d array. The second for loop does the same for the second dimension. We use the stdio built-in printf function to print the char (―%c‖) found at the coordinate pair (i, j). because of the nested loops, this code will print every value in the 2d array arr\_map out to the console from indexes (0, 0) through (9, 9).

**11.5 Array as Function Argument**

We have now seen two examples of the use of arrays - to hold numeric data such as test scores, and to hold character strings. We have also seen two methods for determining how many cells of an array hold useful information - storing a count in a separate variable, and marking the end of the data with a special character. In both cases, the details of array processing can easily obscure the actual logic of a program - processing a set of scores or a character string. It is often best to treat an array as an abstract data type with a set of allowed operations on the array which are performed by functional modules. Let us return to our exam score example to read and store

scores in an array and then print them, except that we now wish to use functions to read and print the array.

LIST1: Read an array and print a list of scores using functional modules.

The algorithm is very similar to our previous task, except that the details of reading and printing the array is hidden by functions. The function, read\_intaray(), reads scores and stores them, returning the number of scores read. The function, print\_intaray(), prints the contents of the array. The refined algorithm for main() can be written as:

print title, etc.

n = read\_intaray(exam\_scores, MAX);

print\_intaray(exam\_scores, n);

Notice we have passed an array, exam\_scores, and a constant, MAX (specifying the maximum size of the proposed list), to read\_intarray() and expect it to return the number of scores placed in the array. Similarly, when we print the array using print\_intarray, we give it the array to be printed and a count of elements it contains. We saw in Chapter that in order for a called function to access objects in the calling function (such as to store elements in an array) we must use indirect access, i.e. pointers. So, read\_intaray() must indirectly access the array, exam\_scores, in main(). One unique feature of C is that array access is always indirect; thus making it particularly easy for a called function to indirectly access elements of an array and store or retrieve values. As we will see in later sections, array access by index value is interpreted as an indirect access, so we may simply use array indexing as indirect access.

We are now ready to implement the algorithm for main() using functions to read data into the array and to print the array
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The function calls in main() pass the name of the array, exam\_scores, as an argument because the name of an array in an expression evaluates to a pointer to the array. In other words, the expression, exam\_scores, is a pointer to (the first element of) the array, exam\_scores[]. Its type is, therefore, int \*, and a called function uses this pointer (passed as an argument) to indirectly access the elements of the array. As seen in the Figure, for both functions, the headers and the prototypes show the first formal parameter as an integer array without specifying the size. In C, this syntax is interpreted as a pointer variable; so scores is declared aa an int \* variable.

**CHAPTER-12**

**12.1 String**

In C, array of character are called strings. A string is terminated by null character /0. For

example:

"c string unit"

Here, "c string unit" is a string. When, compiler encounters strings, it appends null character at the end of string.
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**12.2 Declaration and Initialization of Strings**

Strings is declared in C in similar manner as arrays. Only difference is that, strings are

of char type.

char s[5];
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Strings can also be declared using pointer. char \*p

**Initialization of strings**

In C, string can be initialized in different number of ways.

char c[]="abcd"; OR,

char c[5]="abcd";

OR,

char c[]={'a','b','c','d','\0'}; OR;

char c[5]={'a','b','c','d','\0'};
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String can also be initialized using pointers char \*c="abcd";

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **12.3 Reading Strings from Terminal** |  | | | |
| **Reading words from user**  char name[20]; |
| scanf("%s",name);  String variable, name can only take a word. It is because when | white | space | is | encountered, |
| the scanf() function terminates. |  |  |  |  |
| **C program to illustrate how to read string from terminal.** |  |  |  |  |

#include <stdio.h>

int main(){

char name[20]; printf("Enter name: "); scanf("%s",name);

printf("Your name is %s.",name);

return 0;

}

**Output**

Enter name: Dennis Ritchie

Your name is Dennis.

Here, program will ignore Ritchie because, when the scanf() function takes only string before the white space.

**Reading a line of text**

**C program to read line of text manually.**

#include <stdio.h>

int main(){

char name[30],ch;

int i=0;

printf("Enter name: ");

while(ch!='\n') //terminates if user hit enter

{

ch=getchar(); name[i]=ch; i++;

}

name[i]='\0'; //inserting null character at end printf("Name: %s",name);

return 0;

}

This process to take string is tedious. There are predefined functions gets() and puts in C

language to read and display string respectively.

#include<stdio.h>

int main(){

char name[30];

printf("Enter name: ");

gets(name); //Function to read string from user. printf("Name: ");

puts(name); //Function to display string.

return 0;

}

Both, the above program have same output below:

**Output**

Enter name: Anil Ross

Name: Anil Ross

Passing Strings to Functions

String can be passed in similar manner as arrays as, string is also an array (of characters).

#include <stdio.h>

void Display(char ch[]);

int main(){

char c[50];

printf("Enter string: ");

gets(c);

Display(c); //Passing string c to function. return 0;

}

void Display(char ch[]){ printf("String Output: "); puts(ch);

}

Here, string c is passed from main() function to user-defined function Display(). In function declaration in line 10, ch[] is the formal argument. It is not necessary to give the size of array in function declaration.

**12.4 Writing Strings to the Screen**

To write strings to the terminal, we use a file stream known as stdout. The most common function to use for writing to stdout in C is the printf function, defined as follows:

Sample Code

int printf(const char \*format, ...); To print out a prompt for the user you can: Sample Code

printf("Please type a name: \n");

The above statement prints the prompt in the quotes and moves the cursor to the next line.

If you wanted to print a string from a variable, such as our fname string above you can do this: Sample Code

printf("First Name: %s", fname);

You can insert more than one variable, hence the "..." in the prototype for printf but this is sufficient. Use %s to insert a string and then list the variables that go to each %s in your string you are printing. It goes in order of first to last. Let's use a first and last name printing example to show this:

Sample Code

printf("Full Name: %s %s", fname, lname);

The first name would be displayed first and the last name would be after the space between the

%s's.

**12.5 Arithmetic Operations on Strings**

Characters in C can be used just like integers when used with arithmetic operators. This is nice, for example, in low memory applications because unsigned chars take up less memory than do regular integers as long as your value does not exceed the rather limited range of an unsigned char.

For example: consider the following piece of code

charmath.c:

#include <stdio.h>

void main() {

unsigned char val1 = 20; unsigned char val2 = 30; int answer;

printf("%d**\n**", val1);

printf("%d**\n**", val2);

answer = val1 + val2;

printf("%d + %d = %d**\n**", val1, val2, answer);

val1 = 'a';

answer = val1 + val2;

printf("%d + %d = %d**\n**", val1, val2, answer);

}

First we make two unsigned character variables and give them number values. We then add them together and put the answer into an integer variable. We can do this without a cast because

characters are an alphanumeric data type. Next we set var1 to an expected character value, the letter lowercase a. Now this next addition adds 97 to 30.

This is because the ASCII value of lowercase a is 97. So it adds 97 to 30, the current value in var2. Notice it did not require casting the characters to integers or having the compiler complain. This is because the compiler knows when to automatically change between characters and integers or other numeric types.

**12.6 String handling functions**

One can perform different type of string operations manually like: finding length of string, concatenating (joining) two strings etc. But, this process is tedious. To perform these operations, there are different library functions.

**String Manipulations Using Library Functions**

Strings are often needed to be manipulated according to the problem. All string manipulation can be done manually by the programmer but, this makes programming complex and large. To solve this, the C library supports a large number of string handling functions.

There are numerous functions defined in "string.h" header file. Few commonly used string

handling functions are discussed below:

|  |  |
| --- | --- |
| **Function** | **Work Of Function** |
| [strlen()](http://www.programiz.com/c-programming/library-function/strlen) | Calculates the length of string |
| [strcpy()](http://www.programiz.com/c-programming/library-function/strcpy) | Copies a string to another string |
| [strcat()](http://www.programiz.com/c-programming/library-function/strcat) | Concatenates(joins) two strings |
| [strcmp()](http://www.programiz.com/c-programming/library-function/strcmp) | Compares two string |
| [strlwr()](http://www.programiz.com/c-programming/library-function/strlwr) | Converts string to lowercase |
| [strupr()](http://www.programiz.com/c-programming/library-function/strupr) | Converts string to uppercase |

Strings handling functions are defined under "string.h" header file, i.e, you have to include the code below to run string handling functions.

#include <string.h>

Example to show how to "string.h" header file

#include <stdio.h>

#include <string.h>

int main(){

char s[]="Programiz";

int length;

length=strlen(s); /\* Compiler will show error if you use this statement without using code #include <string.h>

in line number 2\*/

printf("%d",length);

return 0;

}

**gets() and puts()**

Functions gets() and puts() are two string functions to take string input from user and display string respectively as mentioned in previous chapter.

#include<stdio.h>

int main(){

char name[30];

printf("Enter name: ");

gets(name); //Function to read string from user. printf("Name: ");

puts(name); //Function to display string.

return 0;

}

Though, gets() and puts() function handle string, both these functions are defined in "stdio.h" header file.

**UNIT - IV**

**13.1 Introduction**

In c a pointer is a variable that points to or references a memory location in which data is stored. Each memory cell in the computer has an address that can be used to access that location so a

pointer variable points to a memory location we can access and change the contents of this memory location via the pointer.

**13.2 Pointer declaration**

A pointer is a variable that contains the memory location of another variable. The syntax is as shown below. We start by specifying the type of data stored in the location identified by the pointer. The asterisk tells the compiler that we are creating a pointer variable. Finally we give the name of the variable.

type \* variable name;

Example:

int \*ptr;

float \*string;

**13.3 The & and \* Operators**

Once we declare a pointer variable we must point it to something we can do this by assigning to the pointer the address of the variable we want to point as in the following example:

ptr=&num;

This places the address where num is stores into the variable ptr. If num is stored in memory

21260 address then the variable ptr has the value 21260.

/\* A program to illustrate pointer declaration\*/

main()

{

int \*ptr;

int sum; sum=45; ptr=sum;

printf (“\n Sum is %d\n”, sum);

printf (“\n The sum pointer is %d”, ptr);

}

We will get the same result by assigning the address of num to a regular (non-pointer) variable. The benefit is that we can also refer to the pointer variable as \*ptr the asterisk tells to the computer that we are not interested in the value 21260 but in the value stored in that memory location. While the value of pointer is 21260 the value of sum is 45 however we can assign a value to the pointer \* ptr as in \*ptr=45.

This means place the value 45 in the memory address pointer by the variable ptr. Since the pointer contains the address 21260 the value 45 is placed in that memory location. And since this is the location of the variable num the value also becomes 45. this shows how we can change the value of pointer directly using a pointer and the indirection pointer.

**13.4 Passing Pointers to a Function**

The pointers are very much used in a function declaration. Sometimes only with a pointer a complex function can be easily represented and success. The usage of the pointers in a function definition may be classified into two groups.

1. Call by reference

2. Call by value

**Call by value**

We have seen that a function is invoked there will be a link established between the formal and actual parameters.

A temporary storage is created where the value of actual parameters is stored. The formal parameters picks up its value from storage area the mechanism of data transfer between actual and formal parameters allows the actual parameters mechanism of data transfer is referred as call by value.

The corresponding formal parameter represents a local variable in the called function .

The current value of corresponding actual parameter becomes the initial value of formal parameter.

The value of formal parameter may be changed in the body of the actual parameter.

The value of formal parameter may be changed in the body of the subprogram by assignment or input statements. This will not change the value of actual parameters.

/\* Include< stdio.h >

void main()

{

int x,y; x=20; y=30;

printf(“\n Value of a and b before function call =%d %d”,a,b);

fncn(x,y);

printf(“\n Value of a and b after function call =%d %d”,a,b);

} fncn(p,q) int p,q;

{ p=p+p; q=q+q;

}

**Call by Reference**

When we pass address to a function the parameters receiving the address should be pointers. The process of calling a function by using pointers to pass the address of the variable is known as call by reference. The function which is called by reference can change the values of the variable used in the call.

/\* example of call by reference\*/

/\* Include< stdio.h >

void main()

{

int x,y;

x=20;

y=30;

printf(“\n Value of a and b before function call =%d %d”,a,b);

fncn(&x,&y);

printf(“\n Value of a and b after function call =%d %d”,a,b);

} fncn(p,q) int p,q;

{

\*p=\*p+\*p;

\*q=\*q+\*q;

}

**13.5 Operations on Pointers**

Pointer variables are not directly usable by many of the operators, functions, or procedures provided by IDL. You cannot, for example, do arithmetic on them or plot them. You can, of course, do these things with the heap variables referenced by such pointers, assuming that they contain appropriate data for the task at hand. Pointers exist to allow the construction of dynamic data structures that have lifetimes that are independent of the program scope they are created in.

There are 4 IDL operators that work with pointer variables: assignment, dereference, EQ, and NE. The remaining operators (addition, subtraction, etc.) do not make any sense for pointer types and are not defined.

Many non-computational functions and procedures in IDL do work with pointer variables. Examples are SIZE, N\_ELEMENTS, HELP, and PRINT. It is worth noting that the only I/O allowed directly on pointer variables is default formatted output, where they are printed as a symbolic description of the heap variable they point at. This is merely a debugging aid for the IDL programmer—input/output of pointers does not make sense in general and is not allowed. Please note that this does *not* imply that I/O on the contents of non-pointer data held in heap variables is not allowed. Passing the contents of a heap variable that contains non-pointer data to the PRINT command is a simple example of this type of I/O.

**Assignment**

Assignment works in the expected manner—assigning a pointer to a variable gives you another variable with the same pointer. Hence, after executing the statements:

A = PTR\_NEW(FINDGEN(10)) B = A

HELP, A, B

A and B both point at the same heap variable and we see the output:

A POINTER= <PtrHeapVar1> B POINTER= <PtrHeapVar1>

**Dereference**

In order to get at the contents of a heap variable referenced by a pointer variable, you must use the *dereference operator*, which is \* (the asterisk). The dereference operator precedes the variable dereferenced. For example, if you have entered the above assignments of the variables A and B:

PRINT, \*B IDL prints:

0.00000 1.00000 2.00000 3.00000 4.00000 5.00000

6.00000 7.00000 8.00000 9.00000

That is, IDL prints the contents of the heap variable pointed at by the pointer variable B.

**Dereferencing Pointer Arrays**

Note that the dereference operator requires a *scalar* pointer operand. This means that if you are dealing with a pointer array, you must specify which element to dereference. For example, create a three-element pointer array, allocating a new heap variable for each element:

ptarr = PTRARR(3, /ALLOCATE\_HEAP)

To initialize this array such that the heap variable pointed at by the first pointer contains the integer zero, the second the integer one, and the third the integer two, you would use the following statement:

for i = 0,2 do \*ptarr[i] = i

Note: The dereference operator is dereferencing only element I of the array for each iteration. Similarly, if you wanted to print the values of the heap variables pointed at by the pointers in ptarr, you might be tempted to try the following:

PRINT, \*ptarr

IDL prints:

% Expression must be a scalar in this context: PTARR.

% Execution halted at: $MAIN$

To print the contents of the heap variables, use the statement: FOR I = 0, N\_ELEMENTS(ptarr)-1 DO PRINT, \*ptarr[I]

Dereferencing Pointers to Pointers

The dereference operator can be applied as many times as necessary to access data pointed at indirectly via multiple pointers. For example, the statement:

A = PTR\_NEW(PTR\_NEW(47))

 Assigns to A a pointer to a pointer to a heap variable containing the value 47. To print this value, use the following statement:

PRINT, \*\*A

**Dereferencing Pointers within Structures**

If you have a structure field that contains a pointer, dereference the pointer by prepending the dereference operator to the front of the structure name. For example, if you define the following structure:

struct = {data:’10.0’, pointer:ptr\_new(20.0)}

you would use the following command to print the value of the heap variable pointed at by the pointer in the pointer field:

PRINT, \*struct.pointer

Defining pointers to structures is another common practice. For example, if you define the following pointer:

ptstruct = PTR\_NEW(struct)

you would use the following command to print the value of the heap variable pointed at by the pointer field of the struct structure, which is pointed at by ptstruct:

PRINT, \*(\*pstruct).pointer

Note that you must dereference both the pointer to the structure and the pointer within the structure.

**Dereferencing the Null Pointer**

It is an error to dereference the NULL pointer, an invalid pointer, or a non-pointer. These cases all generate errors that stop IDL execution. For example:

PRINT, \*45

% Execution halted at: $MAIN$ For example:

A = PTR\_NEW() & PRINT, \*A IDL prints:

% Unable to dereference NULL pointer: A.

% Execution halted at: $MAIN$ For example:

A = PTR\_NEW(23) & PTR\_FREE, A & PRINT, \*A IDL prints:

% Invalid pointer: A.

% Execution halted at: $MAIN$

**Equality and Inequality**

The EQ and NE operators allow you to compare pointers to see if they point at the same heap variable. For example:

Make A a pointer to a heap variable containing 23.

A = PTR\_NEW(23);

//B points at the same heap variable as A. B = A;

//C contains the null pointer. C = PTR\_NEW();

PRINT, 'A EQ B: ', A EQ B & $ PRINT, 'A NE B: ', A NE B & $ PRINT, 'A EQ C: ', A EQ C & $

PRINT, 'C EQ NULL: ', C EQ PTR\_NEW() & $

PRINT, 'C NE NULL:', C NE PTR\_NEW() IDL prints:

A EQ B: 1

|  |  |  |  |
| --- | --- | --- | --- |
| A | NE | B: | 0 |
| A | EQ | C: | 0 |
| C | EQ | NULL: | 1 |
| C | NE | NULL: | 0 |

**13.6 Pointer Arithmetic**

C has the speed and efficiency of assembly language combined with readability of assembly language. In other words, it's just a glorified assembly language.

It's perhaps too harsh a judgment of C, but certainly one of the reasons the language was invented was to write operating systems. Writing such code requires the ability to access addresses in memory in an efficient manner. This is why pointers are such an important part of the C language. They're also a big reason programmers have bugs.

If you're going to master C, you need to understand pointer arithmetic, and in particular, the relationship between arrays and pointers.

**Arbitrary Pointer Casting**

Because most ISAs use the same number of bits as integers, it's not so uncommon to cast integers as pointers.

Here's an example.

// Casting 32 bit int, 0x0000ffff, to a pointer

char \* ptr = reinterpret\_cast<char \*>( 0x0000ffff ) ;

char \* ptr2 = reinterpret\_cast<char \*>( 0x0000ffff ) ;

In general, this is one of the pitfalls of C. Arbitrary pointer casting allows you to point anywhere in memory.

Unfortunately, this is not good for safe programs. In a safe programming language (say, Java), the goal is to access objects from pointers only when there's an object there. Furthermore, you want to call the correct operations based on the object's type.

Arbitrary pointer casting allows you to access any memory location and do anything you want at that location, regardless of whether you can access that memory location or whether the data is valid at that memory location.

**13.7 Pointers and Arrays**

In C, arrays have a strong relationship to pointers. Consider the following declaration.

int arr[ 10 ] ;

You might think from the above statement that arr is of type int. However, arr, by itself, without any index subscripting, can be assigned to an integer pointer.

Do you know, however, that arr[ i ] is defined using pointer arithmetic? In particular:

arr[ i ] == \* ( arr + i )

Let's take a closer look at arr + i. What does that mean? arr is a pointer to arr[ 0 ]. In fact, it is defined to be & arr[ 0 ].

A pointer is an address in memory. arr contains an address in memory---the address where arr[ 0

] is located.

What is arr + i? If arr is a pointer to arr[ 0 ] then arr + i is a pointer to arr[ i ]. Perhaps this is easier shown in a diagram.
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We assume that each int takes up 4 bytes of memory. If arr is at address 1000, then arr + 1 is address 1004, arr + 2 is address 1008, and in general, arr + i is address 1000 + (i \* 4).

Now that you see the diagram, something may strange. Why is arr + 1 at address 1004 and not

1001?

That's pointer arithmetic in action. arr + 1 points to one element past arr. arr + 3 is points to 3 elements past arr. Thus, arr + i points to i elements past arr.

The idea is to have arr + i point to i elements after arr regardless of what type of element the array holds.

Suppose the array had contained short where a short is only 2 bytes. If arr is at address 1000, then, arr + 1 is address 1002 (instead of 1004). arr + 2 is at address 1004 (instead of 1008), and in general arr + i is at address 1000 + (2 \* i).
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Notice that arr + 1 is now 2 bytes after arr and arr + 2 is 4 bytes. When we had an int array, arr +

1 was 4 bytes after arr and arr + 2 was 8 bytes afterwards.

Why is there a difference? What's the difference between arr before and now?

The difference is in the type. Before, arr had (roughly) type int \* and now arr has type short \*.

In C, a pointer is not only an address, it tells you what (in principle) the data type at that address is. Thus, int \* is a pointer to an int. Not only does it tell you the data type, but you can also determine the data type's size.

You can find out the data type's size with the sizeof() operator.

sizeof( int ) ==> 4 sizeof( short ) ==> 4

That's important, because that's how pointer arithmetic computes address. It uses the size of the data type, which it knows from the pointer's type.

Here's the formula for computing the address of ptr + i where ptr has type T \*. then the formula for the address is:

addr( ptr + i ) = addr( ptr ) + [ sizeof( T ) \* i ]

*T can be a pointer*

How does pointer arithmetic work if you have an array of pointers, for example:

int \* arr[ 10 ] ;

int \*\* ptr = arr ;

In this case, arr has type int \*\*. Thus, T has type int \*. All pointers have the same size, thus the address of ptr + i is:

addr( ptr + i ) = addr( ptr ) + [ sizeof( int \* ) \* i ]

= addr( ptr ) + [ 4 \* i ]

Static arrays are constant

When you declare

int arr[ 10 ] ;

arr is a constant. It is defined to be the address, & arr[ 0 ]. You can't do the following:

int arr[ 10 ] ;

arr = arr + 1 ; // NO! Can't reassign to arr--it's constant

However, you can declare a pointer *variable*.

int arr[ 10 ] ;

int \* ptr ;

ptr = arr + 1 ; // This is OK. ptr is a variable.

*Parameter Passing an Array*

If you pass an array to a function, it's type changes.

void foo( int arr[ 10 ], int size ) {

// code here

}

The compiler translates arrays in a parameter list to:

void foo( int \* arr, int size ) {

// code here

}

Thus, it becomes arr becomes a pointer variable.

Why doesn't this cause problem? After all, won't we pass arr as an argument? Isn't arr a constant? Yes, it is. However, we pass a copy of the address to arr the parameter. Thus, the copy can be

manipulated while the original pointer address that was passed during the function call is unchanged.

**Subtraction**

We can also compute ptr - i. For example, suppose we have an int array called arr.

int arr[ 10 ] ;

int \* p1, \* p2 ;

p1 = arr + 3 ; // p1 == & arr[ 3 ]

p2 = p1 - 2 ; // p1 == & arr[ 1 ]

We can have a pointer point to the middle of the array (like p1). We can then create a new pointer that is two elements back of p1.

As it turns out, we can even point way past the end of the array.

int arr[ 10 ];

int \* p1, \* p2;

p1 = arr + 100; // p1 == & arr[ 100 ]

p2 = arr - 100; // p1 == & arr[ -100 ]

The compiler still computes an address, and does not core dump. For example, if arr is address

1000, then p1 is address 1400 and p2 is address 600. The compiler still uses the formula for pointer arithmetic to compute the address.

**Passing the Array Size**

This is why it's usually important to keep track of the array size and pass it in as a parameter. When you're in a function, you can't tell the size of the array. All you have is a pointer, and that's it. No indication of how big that array is.

If you try to compute the array's size using sizeof, you just get 4.

// Compiler translates arr's type to int \*

void foo ( int arr[], int size ) {

// Prints 4

cout << sizeof( arr ) ;

int arr2[ 10 ] ;

// Prints 40

cout << sizeof( arr2 ) ;

}

If you declare a local array (not using dynamic memory allocation), you can get the size of the array. However, once you pass that array, all that's passed is the address. There's no information about the array size anymore.

**Pointers on two dimensional Arrays**

Suppose you declare:

int arr[ 10 ][ 12 ] ;

What type is arr? You may have been told that it's int \*\*, but that's incorrect. Two dimensional arrays (as declared above) are contiguous in memory. If you create an array of pointers to dynamically allocated arrays, such as:

int \* arr[ 10 ] ;

then, arr has type int \*\* (or at least has a type compatible with int \*\*).

The type is rather complicated, and is due to the fact that arr[ 0 ] = & arr[ 0 ][ 0 ], arr[ 1 ] = &

arr[ 1 ][ 0 ], and in general, arr[ i ] = & arr[ i ][ 0 ].

Pointer arithmetic says that arr + i gives you & arr[ i ], yet this skips an entire row of 12 elements, i.e., skips 48 bytes times i. Thus, if arr is address 1000 then arr + 2 is address 1096.

If the array's type were truly int \*\*, pointer arithmetic would say the address is 1008ten, so that doesn't work.

*Note: A two-dimensional array is not the same as an array of pointers to 1D array*

The actual type for a two-dimensional array, is declared as:

int (\*ptr)[ 10 ] ;

Which is a pointer to an array of 10 elements? Thus, when you do pointer arithmetic, it can compute the size of the array and handle it correctly. The parentheses are NOT optional above. Without the parentheses, ptr becomes an array of 10 pointers, not a pointer to an array of 10 int.

If you have a conventional two dimensional array, and you want to compute the address for arr[ row ][ col ] and you have ROWS rows (where ROWS is some constant) and COLS columns, then the formula for the address in memory is:

addr( & arr[ row ][ col ] ) = addr( arr ) + [ sizeof( int ) \* COLS \*

row ]+ [ sizeof( int ) \* col ]

Two dimensional arrays are stored in row major order, that is, row by row. Each row contains COLS elements, which is why you see COLS in the formula. In fact, you don't see ROWS.

When you have a 2D array as a parameter to a function, there's no need to specify the number of rows. You just need to specify the number of columns. The reason is the formula above. The compiler can compute the address of an element in a 2D array just knowing the number of columns.

Thus, the following is valid in C, i.e. it compiles:

void sumArr( int arr[][ COLS ], int numRows, int numCols ) {

}

The following is also valid in C.

void sumArr( int arr[ ROWS ][ COLS ], int numRows, int numCols ) {

}

The compiler ignores ROWS. Thus, any 2D array with the COLS columns and any number of rows can be passed to this function.

The following, however, is NOT valid in C:

void sumArr( int arr[][], int numRows, int numCols ) {

}

It's not syntactically valid to declare int arr[][] in C. However, it's OK to write:

void sumArr( int \*\*arr, int numRows, int numCols ) {

}

Note that int \*\*arr is an array of pointers (possibly to 1D arrays), while int arr[][ COLS ] is a 2D

array. They are not the same type, and are not interchangeable.

**Pointer Subtraction**

It turns out you can subtract two pointers of the same type. The result is the distance (in array elements) between the two elements.

For example:

int arr[ 10 ] ;

int \* p1 = arr + 2 ;

int \* p2 = arr + 5 ;

cout << ( p2 - p1 ) ; // Prints 3 cout << ( p1 - p3 ) ; // Prints -3

The formula used is rather simple. Assume that p1 and p2 are both pointers of type T \*. Then, the value computed is:

( p2 - p1 ) == ( addr( p2 ) - addr( p1 ) ) / sizeof( T )

This can result in negative values if p2 has a smaller address than p1.

p2 and p1 need not point to valid elements in an array. The formula above still works even when p2 and p1 contain invalid addresses (because they contain *some* address).

Pointer subtraction isn't used very much, but can be handy to determine the distances between two array elements (i.e., the difference in the array indexes). You may not know exactly which element you're pointing to using pointer subtraction, but you can tell relative distances.

**CHAPTER - 14**

**14.1 Pointer to Functions**

A useful technique is the ability to have pointers to functions. Their declaration is easy: write the declaration as it would be for the function, say

int func(int a, float b);

and simply put brackets around the name and a \* in front of it: that declares the pointer. Because of precedence, if we don't parenthesize the name, we declare a function returning a pointer:

/\* function returning pointer to int \*/

int \*func(int a, float b);

/\* pointer to function returning int \*/

int (\*func)(int a, float b);

Once we've got the pointer, we can assign the address of the right sort of function just by using its name: like an array, a function name is turned into an address when it's used in an expression. We can call the function using one of two forms:

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| (\*func)(1,2);  /\* or \*/  func(1,2);  The second form has | been | newly | blessed | by | the | Standard. | Here's | a |
| simple example. |  | | | | | | | |
| #include <stdio.h> |
| #include <stdlib.h> |
| void func(int); |
| main() |
| { |
| void (\*fp)(int); |
| fp = func; |
| (\*fp)(1); |
| fp(2); |
| exit(EXIT\_SUCCESS); |
| } |
| Void |
| func(int arg) |
| { |

printf("%d\n", arg);

}

**14.2 Function Returning Pointers**

It's possible to take the address of a function, too. And, similarly to arrays, functions decay to pointers when their names are used. So if you wanted the address of, say, strcpy, you could say either strcpy or &strcpy. (&strcpy[0] won't work for obvious reasons.)

When you call a function, you use an operator called the function call operator. The function call operator takes a function pointer on its left side.

In this example, we pass dst and src as the arguments on the interior, and strcpy as the function

(that is, the function pointer) to be called:

enum { str\_length = 18U }; Remember the NUL terminator!

char src[str\_length] = "This is a string.", dst[str\_length];

strcpy(dst, src);

The function call operator in action (notice the function pointer on the left side).

There's a special syntax for declaring variables whose type is a function pointer.

char \*strcpy(char \*dst, const char \*src); An ordinary function declaration, for reference

char \*(\*strcpy\_ptr)(char \*dst, const char \*src);

//Pointer to strcpy-like function strcpy\_ptr = strcpy;

strcpy\_ptr = &strcpy; //This works too

strcpy\_ptr = &strcpy[0]; //But not this

Note the parentheses around \*strcpy\_ptr in the above declaration. These separate the asterisk indicating return type (char \*) from the asterisk indicating the pointer level of the variable (\*strcpy\_ptr — one level, pointer to function).

Also, just like in a regular function declaration, the parameter names are optional:

|  |
| --- |
| char \*(\*strcpy\_ptr\_noparams)(char \*, const char \*) = strcpy\_ptr;  //Parameter names removed — still the same type |
| The type of the pointer to strcpy is char \*(\*)(char \*, const char \*); you may notice that this is the declaration from above, minus the variable name. You would use this in a cast. For example: |
|
| strcpy\_ptr = (char \*(\*)(char \*dst, const char \*src))my\_strcpy; |
| As you might expect, a pointer to a pointer to a function has two asterisks inside of the parentheses: |
|
| char \*(\*\*strcpy\_ptr\_ptr)(char \*, const char \*) = &strcpy\_ptr; |
| We can have an array of function-pointers: |
| char \*(\*strcpies[3])(char \*, const char \*) = { strcpy, strcpy, strcpy };  char \*(\*strcpies[])(char \*, const char \*) = { strcpy, strcpy, strcpy };  //Array size is optional, same as ever  strcpies[0](dst, src); |
|
| Here's a pathological declaration, taken from the C99 standard. ―[This declaration] declares a function f with no parameters returning an int, a function fip with no parameter specification returning a pointer to an int, and a pointerpfi to a function with no parameter specification returning an int.‖ |
|
|
|
| int f(void), \*fip(), (\*pfi)(); |
| In other words, the above is equivalent to the following three declarations: |
| int f(void); |
| int \*fip(); //Function returning int pointer  int (\*pfi)(); //Pointer to function returning int |

In order to explain this, We are going to summarize all the declaration syntax you've learned so

far. First, declaring a pointer variable:

|  |
| --- |
| char \*ptr; |
| This declaration tells us the pointer type (char), pointer level (\*), and variable name (ptr). And the latter two can go into parentheses: |
| char (\*ptr); |
| What happens if we replace the variable name in the first declaration with a name followed by a set of parameters? |
| char \*strcpy(char \*dst, const char \*src); |
| Huh. A function declaration.  But we also removed the \* indicating pointer level — remember that the \* in this function declaration is part of the return type of the function. So if we add the pointer-level asterisk back (using the parentheses): |
| char \*(\*strcpy\_ptr)(char \*dst, const char \*src); |
| A function is pointer variable. If this is a variable, and the first declaration was also a variable, can we not replace the variable name in THIS declaration with a name and a set of parameters? Yes we can and the result is the declaration of a function that returns a function pointer: |
| char \*(\*get\_strcpy\_ptr(void))(char \*dst, const char \*src); |

Remember that the type of a pointer to a function taking no arguments and returning int is int (\*)(void). So the type returned by this function is char \*(\*)(char \*, const char \*) (with, again, the inner \* indicating a pointer, and the outer \* being part of the return type of the pointed-to function). You may remember that that is also the type of strcpy\_ptr.

So this function, which is called with no parameters, returns a pointer to a strcpy-like function:

strcpy\_ptr = get\_strcpy\_ptr();

Because function pointer syntax is so mind-bending, most developers use typedefs to abstract them:

typedef char \*(\*strcpy\_funcptr)(char \*, const char \*);

strcpy\_funcptr strcpy\_ptr = strcpy;

strcpy\_funcptr get\_strcpy\_ptr(void);

**14.3 Static and Dynamic Memory Allocation**

*Static Allocation* means, that the memory for your variables is automatically allocated, either on the *Stack*or in other sections of your program. You do not have to reserve extra memory using them, but on the other hand, have also no control over the lifetime of this memory. E.g: a

variable in a function, is only there until the function finishes.

void func() {

int i; /\* `i` only exists during `func` \*/

}

*Dynamic memory allocation* is a bit different. You now control the exact size and the lifetime of these memory locations. If you don't free it, you'll run into memory leaks, which may cause your

application to crash, since it, at some point cannot allocate more memory.

int\* func() {

int\* mem = malloc(1024);

return mem;

}

int\* mem = func(); /\* still accessible \*/

In the upper example, the allocated memory is still valid and accessible, even though the

function terminated. When you are done with the memory, you have to free it:

free(mem);

**Difference between Static and Dynamic Memory Allocation**
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**14.4 DMA functions**

**Malloc Function**

The malloc function takes one argument i.e. the number of bytes to be allocated. The syntax of the function is

void \* malloc (size\_t size) ;

It returns a void pointer to the starting of the chunk of the memory allocated from the heap in case of the availability of that memory. If the memory is not available or is fragmented (not in a sequence), malloc will return a NULL pointer. While using malloc, we normally make use sizeof operator and a call to malloc function is written in the following way.

malloc (1000 \* sizeof(int)) ;

Here \* is multiplication operator and not a dereference operator of a pointer.

In the above call, we request for 1000 spaces in the memory each of the size, which can accommodate an integer. The `sizeof(int)' means the number of bytes, occupied by an integer in the memory. Thus the above statement will allocate memory in bytes for 1000 integers. If on our machine, an integer occupies 4 bytes. A 1000 \* 4 (4000) bytes of memory will be allocated. Similarly if we want memory for 1000 characters or 1000 floats, the malloc function will be

written as

malloc (1000 \* sizeof(char)) ;

and malloc (1000 \* sizeof(float)) ;

respectively for characters and floats.

So in general, the syntax of malloc will be.

malloc (n \* sizeof (datatype)) ;

where `n' represents the numbers of required data type. The malloc function differs from calloc in the way that the space allocated by malloc is not initialized and contains any values initially. Let's say we have a problem that states `Calculate the average age of the students in your class.' The program prompts the user to enter the number of students in the class and also allows the user to enter the ages of the students. Afterwards, it calculates the average age.

Now in the program, we will use dynamic memory. At first, we will ask the user `How many students are in the class? The user enters the number of students. Let's suppose, the number is 35. This number is stored in a variable say `numStuds'. We will get the age of students in whole numbers so the data type to store age will be int. Now we require a memory space where we can store a number of integers equal to the value stored in numStuds. We will use a pointer to a memory area instead of an array. So we declare a pointer to an integer. Suppose we call it iptr. Now we make a call to calloc or malloc function. Both of them are valid. So we write the

following statement

iptr = (int \*) malloc (numStuds \* sizeof (int)) ;

Now we immediately check iptr whether it has NULL value. If the value of iptr is not NULL, it will mean that we have allocated the memory successfully. Now we write a loop to get the ages of the students and store these to the memory, got through malloc function. We write these values of ages to the memory by using the pointer iptr with pointer arithmetic. A second pointer

say sptr can be used for pointer arithmetic so that the original pointer iptr should remain pointing to the starting position of the memory. Now simply by incrementing the pointer sptr, we get the ages of students and store them in the memory. Later, we perform other calculations and display the average age on the screen. The advantage of this (using malloc) is that there is no memory wastage as there is no need of declaring an array of 50 or 100 students first and keep the ages of

30 or 35 students in that array. By using dynamic memory, we accurately use the memory that is required.

**Calloc Function**

The syntax of the calloc function is as follows.

void \*calloc (size\_t n, size\_t el\_size)

This function takes two arguments. The first argument is the required space in terms of numbers while the second one is the size of the space. So we can say that we require n elements of type int. We have read a function sizeof. This is useful in the cases where we want to write a code that is independent of the particular machines that we are runningon. So if we write like

void calloc(1000, sizeof(int))

It will return a memory chunk from the heap of 1000 integers. By using sizeof (int) we are not concerned with the size of the integer on our machine whether it is of 4 bytes or 8 bytes. We will get automatically a chunk that can hold 1000 integers. The said memory will be returned if a chunk of similar size is available on the heap. Secondly, this memory should be available on heap in continuous space. It should not be in split blocks. The function returns a pointer to the starting point of the allocated memory. It means that if starting point of the chunk is gotten, then the remaining memory is available in a sequence from end to end. There cannot be gaps and holes between them. It should be a single block. Now we have to see what happens when either we ask for too much memory at a time of non-availability of enough memory on the heap or we ask for memory that is available on the heap , but not available as a single chunk?. In this case,

the call to calloc will fail. When a call to memory allocation functions fails, it returns a NULL pointer. It is important to understand that whenever we call a memory allocation function, it is necessary to check whether the value of the pointer returned by the function is NULL or not. If it is not NULL, we have the said memory. If it is NULL, it will mean that either we have asked for too much memory or a single chunk of that size is not available on the heap.

Suppose, we want to use the memory got through calloc function as an integer block We have to cast it before using. It will be written as the following statement.

(int \*) calloc (1000, sizeof (int)) ;

Another advantage of calloc is that whenever we allocate memory by using it. The memory is automatically initialized to zeros. In other words it is set to zeros. For casting we normally declare a pointer of type which we are going to use. For example, if we are going to use the memory for integers. We declare an integer pointer like int \*iptr; Then when we allocate memory through calloc, we write it as

iptr = (int \*) calloc (1000, sizeof(int)) ;

(int \*) means cast the pointer returned by calloc to an integer pointer and we hold it in the declared integer pointer iptr. Now iptr is a pointer to an integer that can be used to manipulate all the integers in that memory space. You should keep in mind that after the above statement, a NULL check of memory allocation is necessary. An `if statement' can be used to check the success of the memory allocation. It can be written as under if (iptr == NULL)

any error message or code to handle error .

If a NULL is returned by the calloc, it should be treated according to the logic so that the program can exit safely and it should not be crashed.

The next function used for allocating memory is malloc. free ():

Whenever we get a benefit, there is always a cost. The dynamic memory allocation has also a cost. Here the cost is incurred in terms of memory management. The programmer itself has to manage the memory. It is the programmer's responsibility that when the memory allocated is no longer in use, it should be freed to make it a part of heap again. This will help make it available for the other programs. As long as the memory is allocated for a program, it is not available to other programs for use. So it is programmer's responsibility to free the memory when the program has done with it. To ensure it, we use a function free. This function returns the allocated memory, got through calloc or malloc, back to the heap. The argument that is passed to this function is the pointer through which we have allocated the memory earlier. In our program, we

write

free (iptr) ;

By this function, we call the memory allocated by malloc and pointed by the pointer iptr is freed. It goes back to the heap and becomes available for use by other programs. It is very important to note that whenever we allocate memory from the heap by using calloc or malloc, it is our responsibility to free the memory when we have done with it.

Following is the code of the program discussed above.

//This program calculates the average age of a class of students

//using dynamic memory allocation

#include <iostream.h>

#include <stdlib.h>

#include <string.h>

int main( )

{

int numStuds, i, totalAge, \*iptr, \*sptr;

cout <<"How many students are in the class ? " ;

cin >> numStuds;

// get the starting address of the allocated memory in pointer iptr iptr = (int \*) malloc(numStuds \* sizeof(int));

//check for the success of memory allocation if (iptr == NULL)

{

cout << "Unable to allocat space for " << numStuds << " students\n";

return 1;

// A nonzero return is usually used to indicate an error

}

sptr = iptr ; //sptr will be used for pointer arithmetic/manipulation i=1;

totalAge = 0 ;

//use a loop to get the ages of students for (i = 1 ; i <= numStuds ; i ++)

{

cout << "Enter the age of student " << i << " = " ;

cin >> \*sptr ;

totalAge = totalAge + \*sptr ;

sptr ++ ;

}

cout << "The average age of the class is " << totalAge / numStuds <<

endl;

//now free the allocated memory, that was pointed by iptr free (iptr) ;

sptr = NULL ;

}

Following is a sample output of the program. How many students are in the class ? 3

Enter the age of student 1 = 12

Enter the age of student 2 = 13

Enter the age of student 3 = 14

The average age of the class is 13

**Realloc Function:**

Sometimes, we have allocated a memory space for our use by malloc function. But we see later that some additional memory is required. For example, in the previous example, where (for example) after allocating a memory for 35 students, we wanted to add one more student. So we need same type of memory to store the new entry. Now the question arises `Is there a way to increase the size of already allocated memory chunk? Can the same chunk be increased or not? The answer is yes. In such situations, we can reallocate the same memory with a new size according to our requirement. The function that reallocates the memory is realloc. The syntax of

realloc is given below.

void realloc (void \* ptr, size\_t size ) ;

This function enlarges the space allocated to ptr (in some previous call of calloc or malloc) to a (new) size in bytes. This function receives two arguments. First is the pointer that is pointing to the original memory allocated already by using calloc or malloc. The second is the size of the memory which is a new size other than the previous size. Suppose we have allocated a memory for 20 integers by the following call of malloc and a pointer iptr points to the allocated memory.

(iptr \*) malloc (20 \* sizeof(int)) ;

Now we want to reallocate the memory so that we can store 25 integers. We can reallocate the same memory by the following call of realloc.

realloc (iptr, 25 \* sizeof(int)) ;

There are two scenarios to ascertain the success of `realloc'. The first is that it extends the current location if possible. It is possible only if there is a memory space available contiguous to the previously allocated memory. In this way the value of the pointer iptr is the same that means it is pointing to the same starting position, but now the memory is more than the previous one. The second way is that if such contiguous memory is not available in the current location, realloc goes back to the heap and looks for a contiguous block of memory for the requested size. Thus it

will allocate a new memory and copy the contents of the previous memory in this new allocated memory. Moreover it will set the value of the pointer iptr to the starting position of this memory. Thus iptr is now pointing to a new memory location. The original memory is returned to the heap. In a way, we are handling dynamic arrays. The size of the array can be increased during the execution. There is another side of the picture. It may happen that we have stored the original value of iptr in some other pointer say sptr. Afterwards, we are manipulating the data through both the pointers. Then ,we use realloc for the pointer iptr. The realloc does not find contiguous memory with the original and allocates a new block of memory and points it by the pointer iptr. The original memory no longer exists now. The pointer iptr is valid now as it is pointing to the starting position of the new memory. But the other pointer sptr is no longer valid. It is pointing to an invalid memory that has been freed and may be is being used some other program. If we manipulate this pointer, very strange things can happen. The program may crash or the computer may halt. We don't know what can happen. Now it becomes the programmer's responsibility again to make it sure that after realloc, the pointer(s) that have the value of the original pointer have been updated. It is also important to check the pointer returned by realloc for NULL value. If realloc fails, that means that it cannot allocate the memory. In this case, it returns a NULL value. After checking NULL value, ( if realloc is successful), we should update the pointer that was referencing the same area of the memory.

We have noticed while getting powers of dynamic memory allocation, we face some dangerous things along with it. These are real problems. Now we will talk about the common errors that can happen with the memory allocation.

**Sizeof( )**

The sizeof operator gives the amount of storage, in bytes, required to store an object of the type of the operand. This operator allows you to avoid specifying machine-dependent data sizes in your programs.

sizeof unary-expression sizeof ( type-name

If an unsized array is the last element of a structure, the sizeof operator returns the size of the structure without the array.

buffer = calloc(100, sizeof (int) );

This example uses the sizeof operator to pass the size of an int, which varies among machines, as an argument to a run-time function named calloc. The value returned by the function is stored in buffer.

static char \*strings[] ={ "this is string one",

"this is string two", "this is string three",

};

const int string\_no = ( sizeof strings ) / ( sizeof strings[0] );

In this example, strings is an array of pointers to char. The number of pointers is the number of elements in the array, but is not specified. It is easy to determine the number of pointers by using the sizeof operator to calculate the number of elements in the array. The const integer value string\_no is initialized to this number. Because it is a const value, string\_no cannot be modified.

**14.5 Bitwise Operators**

When you learn to program in a high-level language like C (although C is fairly low-level, as high-level languages go), the idea is to avoid worrying too much about the hardware. You want the ability to represent mathematical abstractions, such as sets, etc. and have high level language features like threads, higher-order functions, exceptions.

High-level languages, for the most part, try to make you as unaware of the hardware as possible. Clearly, this isn't entirely true, because efficiency is still a major consideration for some programming languages.

C, in particular, was created to make it easier to write operating systems. Rather than write UNIX in assembly, which is slow process (because assembly code is tedious to write), and not very portable (because assembly is specific to an ISA), the goal was to have a language that provided good control-flow, some abstractions (structures, function calls), and could be efficiently compiled and run quickly.

Writing operating systems requires the manipulation of data at addresses, and this requires manipulating individual bits or groups of bits.

That's where two sets of operators are useful: *bitwise* operators and *bitshift* operators.

You can find these operators in C, C++, and Java (and presumably C#, since it's basically Java). Bitwise operators allow you to read and manipulate bits in variables of certain types.

Even though such features are available in C, they aren't often taught in an introductory level programming course. That's because intro level courses prefer to emphasize abstraction. With many departments using Java, there's a trend to increase what's abstract, and not get into the representation.

For example, some languages have support for stacks, queues, hashtables, and so forth. These "canned" data structures are meant to provide you, the programmer, with objects that perform certain tasks, while relieving you of the tedium and detail of understanding how the data is represented.

Nevertheless, if you intend to do some work in systems programming, or other forms of low- level coding (operating systems, device drivers, socket programming, network programming), knowing how to access and manipulate bits is important.

**Generic Bitwise Operations**

Bitwise operators only work on a limited number of types: int and char. This seems restrictive-- and it is restrictive, but it turns out we can gain some flexibility by doing some C "tricks".

It turns out there's more than one kind of int. In particular, there's unsigned int, there's short int, there's long int, and then unsigned versions of those ints.

The "C" language does not specify the difference between a short int, an int and a long int, except to state that:

sizeof( short int ) <= sizeof( int ) <= sizeof( long )

You will find that these sizes vary from ISA to ISA, and possibly even compiler to compiler. The sizes do not have to be distinct. That means all three sizes could be the same, or two of three could be the same, provided that the above restrictions are held.

Bitwise operators fall into two categories: binary bitwise operators and unary bitwise operators. Binary operators take two arguments, while unary operators only take one.

We're going to discuss binary operators first, and we'll do in the context of a fake binary operator called @. Thus, we write x @ y to perform bitwise @ on x and y.

Bitwise operators, like arithmetic operators, do not change the value of the arguments. Instead, a temporary value is created. This can then be assigned to a variable. For example, when you write x + y, neither x nor y have their value changed.

Let's assume that we are doing bitwise @ on two unsigned int variables. Let's assume that unsigned ints use 32 bits of memory. We define two variables X and Y where

X = x31x30....x0

Y = y31y30....y0

We want to be able to refer to each bit of X and Y, which we do so by writing out the bits by writing the variable name in lowercase and adding the appropriate subscript for thie bit number.

The subscripts follow the convention we've used so far. The least significant bit has a subscript of 0, and is the rightmost bit. The most significant bit has a subscript of N-1 (for N bits), and is the leftmost bit. In this case N = 32 so the MSb has a subscript of 31.

Let's define @ to be the @ operation performed on two individual bits. @ is performed on all 32 bits simultaneously.

Furthermore, let's call the temporary value created, T. Normally, this temporary value does not have a name. It is generated while the program is running, and used in other computations. Thus, when you write c = a + b, a temporary value is created for the sum a + b, and this temporary value then gets copied into c.

Of course, for efficiency, the temporary value might not be generated, and the value written directly to c. For more complex statements, such as c = (a + b) - d, temporary values are often created to store intermediate results. These temporary values are created by the runtime system, and are not given variable names.

We define Z = X @ Y as:

zi = xi [@1](mailto:@1) yi, for 0 <= i <= N - 1

In words, to compute the ith bit of Z, you should perform the operation on the ith bit of X and ith bit of Y.

**Bitwise AND:**

This makes more sense if we apply this to a specific operator. In C/C++/Java, the & operator is bitwise AND. The following is a chart that defines &1, defining AND on individual bits.

|  |  |  |
| --- | --- | --- |
| xi | yi | xi &1 yi |
| 0 | 0 | 0 |
| 0 | 1 | 0 |
| 1 | 0 | 0 |
| 1 | 1 | 1 |

We can do an example of bitwise &. It's easiest to do this on 4 bit numbers, however.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Variable | b3 | b2 | b1 | b0 |
| x | 1 | 1 | 0 | 0 |
| y | 1 | 0 | 1 | 0 |
| z = x & y | 1 | 0 | 0 | 0 |

**Bitwise OR**

The | operator is bitwise OR (it's a single vertical bar). The following is a chart that defines |1, defining OR on individual bits.

|  |  |  |
| --- | --- | --- |
| xi | yi | xi |1 yi |
| 0 | 0 | 0 |
| 0 | 1 | 1 |
| 1 | 0 | 1 |
| 1 | 1 | 1 |

We can do an example of bitwise |. It's easiest to do this on 4 bit numbers, however.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Variable | b3 | b2 | b1 | b0 |
| x | 1 | 1 | 0 | 0 |
| y | 1 | 0 | 1 | 0 |
| z = x | y | 1 | 1 | 1 | 0 |

**Bitwise XOR**

The ^ operator is bitwise XOR. The usual bitwise OR operator is *inclusive* OR. XOR is true only if exactly one of the two bits is true. The XOR operation is quite interesting, but we defer talking about the interesting things you can do with XOR until the next set of notes.

The following is a chart that defines ^1, defining XOR on individual bits.

|  |  |  |
| --- | --- | --- |
| xi | yi | xi ^yi |
| 0 | 0 | 0 |
| 0 | 1 | 1 |

|  |  |  |
| --- | --- | --- |
| 1 | 0 | 1 |
| 1 | 1 | 0 |

We can do an example of bitwise ^. It's easiest to do this on 4 bit numbers, however.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Variable | b3 | b2 | b1 | b0 |
| x | 1 | 1 | 0 | 0 |
| y | 1 | 0 | 1 | 0 |
| z = x ^ y | 0 | 1 | 1 | 0 |

**Bitwise NOT**

There's only one unary bitwise operator, and that's bitwise NOT. Bitwise NOT flips all of the bits.

There's not that much to say about it, other than it's not the same operation as unary minus.

The following is a chart that defines ~1, defining NOT on an individual bit.

xi ~1 xi

0 1

1 0

We can do an example of bitwise ~. It's easiest to do this on 4 bit numbers (although only 2 bits are necessary to show the concept).

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Variable | b3 | b2 | b1 | b0 |
| x | 1 | 1 | 0 | 0 |
| z = ~x | 0 | 0 | 1 | 1 |

**14.6 Preprocessor Directives**

Preprocessor directives, such as #define and #ifdef, are typically used to make source programs easy to change and easy to compile in different execution environments. Directives in the source file tell the preprocessor to perform specific actions. For example, the preprocessor can replace tokens in the text, insert the contents of other files into the source file, or suppress compilation of part of the file by removing sections of text. Preprocessor lines are recognized and carried out before macro expansion. Therefore, if a macro expands into something that looks like a preprocessor command, that command is not recognized by the preprocessor.

Preprocessor statements use the same character set as source file statements, with the exception that escape sequences are not supported. The character set used in preprocessor statements is the same a[s the execution character set.](http://msdn.microsoft.com/en-us/library/6aw8xdf2(v=vs.80).aspx) The preprocessor also recognizes negative character values.

The preprocessor recognizes the following directives:

|  |  |  |  |
| --- | --- | --- | --- |
| [**#define**](http://msdn.microsoft.com/en-us/library/teas0593(v=vs.80).aspx) | [**#error**](http://msdn.microsoft.com/en-us/library/c8tk0xsk(v=vs.80).aspx) | [**#import**](http://msdn.microsoft.com/en-us/library/8etzzkb6(v=vs.80).aspx) | [**#undef**](http://msdn.microsoft.com/en-us/library/ts4w8783(v=vs.80).aspx) |
| [**#elif**](http://msdn.microsoft.com/en-us/library/ew2hz0yd(v=vs.80).aspx) | [**#if**](http://msdn.microsoft.com/en-us/library/ew2hz0yd(v=vs.80).aspx) | [**#include**](http://msdn.microsoft.com/en-us/library/36k2cdd4(v=vs.80).aspx) | [**#using**](http://msdn.microsoft.com/en-us/library/yab9swk4(v=vs.80).aspx) |
| [**#else**](http://msdn.microsoft.com/en-us/library/ew2hz0yd(v=vs.80).aspx) | [**#ifdef**](http://msdn.microsoft.com/en-us/library/2a1b21sf(v=vs.80).aspx) | [**#line**](http://msdn.microsoft.com/en-us/library/b5w2czay(v=vs.80).aspx) |  |
| [**#endif**](http://msdn.microsoft.com/en-us/library/ew2hz0yd(v=vs.80).aspx) | [**#ifndef**](http://msdn.microsoft.com/en-us/library/2a1b21sf(v=vs.80).aspx) | [**#pragma**](http://msdn.microsoft.com/en-us/library/d9x1s805(v=vs.80).aspx) |  |

The number sign (#) must be the first nonwhite-space character on the line containing the directive; white-space characters can appear between the number sign and the first letter of the directive. Some directives include arguments or values. Any text that follows a directive (except an argument or value that is part of the directive) must be preceded by the single-line comment delimiter (//) or enclosed in comment delimiters (/\* \*/). Lines containing preprocessor directives can be continued by immediately preceding the end-of-line marker with a backslash (\).

Preprocessor directives can appear anywhere in a source file, but they apply only to the remainder of the source file.

**CHAPTER - 15**

**15.1 Structure**

Structure is the collection of variables of different types under a single name for better handling. For example: You want to store the information about person about his/her name, citizenship number and salary. You can create this information separately but, better approach will be collection of this information under single name because all these information are related to person.

**Structure Definition in C**

Keyword struct is used for creating a structure. Syntax of structure

struct structure\_name

{

data\_type member1;

data\_type member2;

.

.

data\_type memebern;

};

We can create the structure as mentioned in above example as:

struct person

{

char name[50]; int cit\_no; float salary;

};

This declaration above creates the derived data type struct person, i.e, a user-defined type.

**15.2 Structure Variable Declaration**

When a structure is defined, it creates a user-defined type but, no storage is allocated. You can use structure variable using tag name in any part of program. For example:

struct person

{

char name[50]; int cit\_no; float salary;

};

**struct person** p1, p2, p[20];

Another way of creating sturcture variable is:

struct person

{

char name[50]; int cit\_no; float salary;

}p1 ,p2 ,p[20];

In the above cases, 2 variables p1, p2 and array p having 20 elements of type **struct person** are created.

**15.3 Accessing members of a Structure**

There are two types of operators used for accessing members of a structure.

 Member operator(.)

 Structure pointer operator(->) (will be discussed in respective chapter of structure and pointers)

Any member of a structure can be accessed as: structure\_variable\_name.member\_name Suppose, if we want to access salary for variable p2. Then, it can be accessed as: p2.salary Consider following Example of structure

#include <stdio.h>

struct Distance{ int feet; float inch;

}d1,d2,sum;

int main(){

printf("1st distance\n");

printf("Enter feet: ");

scanf("%d",&d1.feet); //input of feet structure for d1 printf("Enter inch: ");

scanf("%f",&d1.inch); //input of inch structure for d1

printf("2nd distance\n");

printf("Enter feet: ");

scanf("%d",&d2.feet); //input of feet for structure variable d2 printf("Enter inch: ");

scanf("%f",&d2.inch); //input of inch for structure variable d2

sum.feet=d1.feet+d2.feet;

sum.inch=d1.inch+d2.inch;

if (sum.inch>12){ //If inch is greater than 12, changing it to

feet.

++sum.feet;

sum.inch=sum.inch-12;

}

printf("Sum of distances=%d\'-%.1f\"",sum.feet,sum.inch);

//printing sum of distance d1 and d2 return 0;

}

Structure is the collection of variables of different types under a single name for better handling. For example: You want to store the information about person about his/her name, citizenship number and salary. You can create this information separately but, better approach will be collection of these information under single name because all these information are related to person.

**Keyword typedef while using structure**

Programmers are generally use typedef while using structure in C language. For example:

typedef struct complex{

int imag;

float real;

}comp;

comp c1,c2;

Here, typedef keyword is used in creating a type comp(which is same type as struct complex). Then, two structure variables c1 and c2 are created by this comp type.

**15.4 Nested Structure**

**Structures within structures**

Structures can be nested within other structures in C programming.

struct complex

{

int imag\_value;

float real\_value;

};

struct number{

struct complex c1;

int real;

}n1,n2;

Suppose you want to access imag\_value for n2 structure variable then, structure member n1.c1.imag\_value is used.

*typedef struct complex* ***complex****; complex\_no c1,c2,c3;*

Here, typdef is used to create a type complex. This type complex is then used in declaring variables c1, c2 and c3.

**15.5 Structure and Function**

In C, structure can be passed to functions by two methods:

 Passing by value (passing actual value as argument)

 Passing by reference (passing address of an argument)

**Passing structure by value**

A structure variable can be passed to the function as an argument as normal variable. If structure is passed by value, change made in structure variable in function definition does not reflect in original structure variable in calling function.

For example consider the C program to create a structure student, containing name and roll. Ask user the name and roll of a student in main function. Pass this structure to a function and display

the information in that function.

#include <stdio.h>

struct student{ char name[50]; int roll;

};

void Display(struct student stu);

/\*function prototype should be below to the structure declaration

otherwise compiler shows error \*/

int main(){

struct student s1;

1 printf("Enter student's name: "); scanf("%s",&s1.name); printf("Enter roll number:"); scanf("%d",&s1.roll);

Display(s1); //passing structure variable s1 as argument return 0;

}

void Display(struct student stu){ printf("Output\nName: %s",stu.name); printf("\nRoll: %d",stu.roll);

}

**Output**

Enter student's name: Kevin Amla

Enter roll number: 149

Output

Name: Kevin Amla

Roll: 149

**Passing structure by reference**

The address location of structure variable is passed to function while passing it by reference. If structure is passed by reference, change made in structure variable in function definition reflects in original structure variable in the calling function.

Write a C program to add two distances (feet-inch system) entered by user. To solve this program, make a structure. Pass two structure variable (containing distance in feet and inch) to add function by reference and display the result in main function without returning it.

#include <stdio.h>

struct distance{ int feet; float inch;

};

void Add(struct distance d1,struct distance d2, struct distance \*d3);

//function prototype int main()

{

struct distance dist1, dist2, dist3; printf("First distance\n"); printf("Enter feet: "); scanf("%d",&dist1.feet); printf("Enter inch: "); scanf("%f",&dist1.inch); printf("Second distance\n"); printf("Enter feet: "); scanf("%d",&dist2.feet); printf("Enter inch: "); scanf("%f",&dist2.inch);

Add(dist1, dist2, &dist3);

/\*passing structure variables dist1 and dist2 by value whereas passing structure variable dist3 by reference \*/

printf("\nSum of distances = %d\'-%.1f\"",dist3.feet, dist3.inch);

return 0;

}

void Add(struct distance d1,struct distance d2, struct distance \*d3)

{

//Adding distances d1 and d2 and storing it in d3 d3->feet=d1.feet+d2.feet;

d3->inch=d1.inch+d2.inch;

if (d3->inch>=12) {

//if inch is greater or equal to 12, converting it to feet. d3->inch-=12;

++d3->feet;

}

}

**Output**

First distance

Enter feet: 12

Enter inch: 6.8

Second distance

Enter feet: 5

Enter inch: 7.5

Sum of distances = 18'-2.3"

In this program, structure variables dist1 and dist2 are passed by value (because value of dist1 and dist2 does not need to be displayed in main function) and dist3 is passed by reference, i.e, address of dist3 (&dist3) is passed as an argument. Thus, the structure pointer variable d3 points to the address of dist3. If any change is made in d3 variable, effect of it is seed in dist3 variable in main function.

**15.6 Union-Defining Structure**

Unions are quite similar to the structures in C. Union is also a derived type as structure. Union can be defined in same manner as structures just the keyword used in defining union in **union** where keyword used in defining structure was **struct.**

union car{

char name[50];

int price;

};

Union variables can be created in similar manner as structure variable.

union car{

char name[50];

int price;

}c1, c2, \*c3;

OR;

union car{

char name[50];

int price;

};

union car c1, c2, \*c3;

In both cases union variables c1, c2 and union pointer variable c3 of type **union car** is created. Accessing members of an union

Again, the member of unions can be accessed in similar manner as that structure. Suppose, we you want to access price for union variable c1 in above example, it can be accessed as c1.price. If you want to access price for union pointer variable c3, it can be accessed as (\*c3).price or as c3->price.

**Difference between union and structure**

Though unions are similar to structure in so many ways, the difference between them is crucial to understand. This can be demonstrated by an example.

#include <stdio.h>

union job { //defining a union char name[32];

float salary;

int worker\_no;

}u;

struct job1 {

char name[32]; float salary; int worker\_no;

}s;

int main(){

printf("size of union = %d",sizeof(u));

printf("\nsize of structure = %d", sizeof(s));

}

**Output**

return 0;

size of union = 32 size of structure = 40

There is difference of memory allocation between union and structure as suggested in above example. The amount of memory required to store a structure variables is the sum of memory size of all members.
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But, the memory required to store a union variable is the memory of largest element of union.

![](data:image/jpeg;base64,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)

**Difference between structure and union**

As you know, all members of structure can be accessed at any time. But, only one member of union can be accessed at a time in case of union and other members will contain garbage value.

#include <stdio.h>

union job {

char name[32]; float salary; int worker\_no;

}u;

int main(){

printf("Enter name:\n");

scanf("%s",&u.name); printf("Enter salary: \n"); scanf("%f",&u.salary); printf("Displaying\nName :%s\n",u.name); printf("Salary: %.1f",u.salary);

return 0;

}

**Output**

Enter name Jacobkarthi Enter salary

1234.23

Displaying Name: f%Bary Salary: 1234.2

**Note:** You may get different garbage value of name.

When code in line no. 9 is executed, Jacobkarthi will be stored in u.name and other members of union will contain garbage value. When code all will executed, 1234.23 will be stored in u.salary and other members will contain garbage value. Thus in output, salary is printed accurately but, name displays some random string.

**CHAPTER-16**

**16.1 Array of structure**

It is possible to define a array of structures for example if we are maintaining information of all the students in the college and if 100 students are studying in the college. We need to use an array than single variables. We can define an array of structures as shown in the following example:

structure information

{

int id\_no;

char name[20]; char address[20]; char combination[3]; int age;

}

student[100];

An array of structures can be assigned initial values just as any other array can. Each element is a structure that must be assigned corresponding initial values as illustrated below.

#include< stdio.h >

{

struct info

{

int id\_no;

char name[20]; char address[20]; char combination[3]; int age;

}

struct info std[100];

int I,n;

printf(“Enter the number of students”);

scanf(“%d”,&n);

printf(“ Enter Id\_no,name address combination age\m”);

for(I=0;I < n;I++)

scanf(%d%s%s%s

%d”,&std[I].id\_no,std[I].name,std[I].address,std[I].combinatio n,&std[I].age);

printf(“\n Student information”); for (I=0;I< n;I++) printf(“%d%s%s%s%d\n”,”,std[I].id\_no,std[I].name,std[I].address,std[I]

.combination,std[I].age);

}

**16.2 Structure Assignment**

The following assignment of a struct to another struct does what one might expect. It is not necessary to use memcpy() to make a duplicate of a struct type. The memory is already given and zeroed by just declaring a variable of that type regardless of member initialization. This should not be confused with the requirement of memory management when dealing with a

pointer to a struct.

#include <stdio.h>

/\* Define a type point to be a struct with integer members x, y \*/

typedef struct {

int x;

int y;

} point;

int main(int argc, char \* argv[]) {

/\* Define a variable p of type point, and initialize all its members inline!

\*/

point p = {1,2};

/\* Define a variable q of type point. Members are initialized with the defaults for their derivative types such as 0. \*/

point q;

/\* Assign the value of p to q, copies the member values from p into q. \*/

q = p;

/\* Change the member x of q to have the value of 2 \*/

q.x = 2;

/\* Demonstrate we have a copy and that they are now different. \*/

if (p.x != q.x) printf("The members are not equal! %d != %d", p.x, q.x);

}

**16.3 Structures as Function Arguments**

A structure can be passed as a function argument just like any other variable. This raises a few practical issues. Where we wish to modify the value of members of the structure, we must pass a pointer to that structure. This is just like passing a pointer to an int type argument whose value we wish to change.

If we are only interested in one member of a structure, it is probably simpler to just pass that member. This will make for a simpler function, which is easier to re-use. Of course if we wish to change the value of that member, we should pass a pointer to it.

When a structure is passed as an argument, each member of the structure is copied. This can prove expensive where structures are large or functions are called frequently. Passing and

working with pointers to large structures may be more efficient in such cases.

#include <stdio.h>

void input (dob\_st \*);

int main ()

{

typedef struct

{

int year; int month; int day;

}

dob\_st;

dob\_st date; dob\_st \*p; p=&date;

|  |  |  |
| --- | --- | --- |
|  | input (\*p); printf("%02i.",p->day); printf("%02i.",p->month); printf("%i.",p->year);  return 0;  }  void upis (dob\_st \*p)  {  printf ("Date of birth:\nDay?\n");  scanf ("%i",&(p->day));  printf ("Month?\n");  scanf ("%i",&(p->month));  printf ("Year?\n");  scanf ("%i",&(p->year));  } |  |
|  |  |  |

**16.4 Pointers to Structures**

Pointers can be used to refer to a struct by its address. This is particularly useful for passing structs to a function by reference. The pointer can be dereferenced just like any other pointer in C — using the \*operator. There is also a -> operator in C which dereferences the pointer to struct (left operand) and then accesses the value of a member

of the struct (right operand).

struct point {

int x;

int y;

} my\_point;

struct point \*p = &my\_point; /\* To declare p as a pointer of type struct point \*/

(\*p).x = 8; /\* To access the first member of the struct \*/

p->x = 8; /\* Another way to access the first

member of the struct \*/

**16.5 Typedefs**

Typedef is a keyword. The more theoretical information about the typedef is given in last unit. Readers are directed to refer theoretical aspects from last unit. In this section we will see programmatic aspects using typedef.

|  |
| --- |
| typedef struct {  int account\_number; char \*first\_name; char \*last\_name; float balance;  } account; |
| Different users have differing preferences; proponents usually claim: |
| shorter to write  can simplify more complex type definitions |
| As an example, consider a type that defines a pointer to a function that accepts pointers to struct types and returns a pointer to struct: Without typedef: |
| struct point { |
| int x; |
| int y; |
| }; |
| typedef struct point \*(\*point\_compare\_t) (struct point \*a, struct |
| point \*b); |
| With typedef: |
| struct point { |
| int x; |
| int y; |
| }; |

typedef struct point point\_t;

typedef point\_t \*(\*point\_compare\_t) (point\_t \*a, point\_t \*b);

If neither typedef were used in defining a function that takes a pointer to a type of the above function pointer, the following code would have to be used. Although valid, it becomes

increasingly hard to read quickly.

/\* Using the struct point type from before \*/

/\* Define a function that returns a pointer to the biggest point, using a function to do the comparison. \*/

struct point \* biggest\_point (size\_t size, struct point \*points, struct point \*(\*point\_compare) (struct point \*a, struct point \*b))

{

int i;

struct point \*biggest = NULL;

for (i=0; i < size; i++) {

biggest = point\_compare(biggest, points + i);

}

return biggest;

}

Now with all of the typedefs being used you should see that the complexity of the function signature is drastically reduced.

/\* Using the struct point type from before and all of the typedefs \*/

/\* Define a function that returns a pointer to the biggest point, using a function to do the comparison. \*/

point\_t \* biggest\_point(size\_t size, point\_t \* points, point\_compare\_t point\_compare )

{

int i;

point\_t \* biggest = NULL;

for (i=0; i < size; i++) {

biggest = point\_compare(biggest, points + i);

}

return biggest;

}

However, there are a handful of disadvantages in using them:

They pollute the main namespace (see below), however this is easily overcome with prefixing a library name to the type name.

Harder to figure out the aliased type (having to scan/grep through code), though most IDEs provide this lookup automatically.

Typedefs do not really "hide" anything in a struct or union — members are still accessible (account.balance) (To really hide struct members, one needs to use 'incompletely-declared' structs.)

**16.6 Unions**

In computer science, a union is a value that may have any of several representations or formats; or a data structure that consists of a variable which may hold such a value. Some programming languages support special data types, called union types, to describe such values and variables. In other words, a union type definition will specify which of a number of permitted primitive types may be stored in its instances, e.g. "float or long integer". Contrast with a record, which could be defined to contain a float *and* an integer; whereas, in a union, there is only one value at a time.

In type theory, a union has a sum type.

Depending on the language and type, a union value may be used in some operations, such as assignment and comparison for equality, without knowing its specific type. Other operations may require that knowledge, either by some external information, or by the use of a tagged union.

Because of the limitations of their use, untagged unions are generally only provided in untyped languages or in an unsafe way (as in C). They have the advantage over simple tagged unions of not requiring space to store the tag.

The name "union" stems from the type's formal definition. If one sees a type as the set of all values that that type can take on, a union type is simply the mathematical union of its constituting types, since it can take on any value any of its fields can. Also, because a mathematical union discards duplicates, if more than one field of the union can take on a single common value, it is impossible to tell from the value alone which field was last written.

However, one useful programming function of unions is to map smaller data elements to larger ones for easier manipulation. A data structure, consisting for example of 4 bytes and a 32-bit integer, can form a union (in this case with an unsigned 64-bit integer) and thus be more readily accessed for purposes of comparison etc.

Like a structure, all of the members of a union are by default public. The keywords private, public, and protected may be used inside a struct or a union in exactly the same way they are used inside a class for defining private, public, and protected members.

**16.7 Bit fields**

A bit field is a common idiom used in [computer programming to](http://en.wikipedia.org/wiki/Computer_programming) compactly store multiple logical values as a short series of bits where each of the single bits can be addressed separately. A bit field is most commonly used to represent integral types of known, fixed bit-width. A well- known usage of bit-fields is to represent single bit flags with each flag stored in a separate bit.

A bit field is distinguished from a bit array in that the latter is used to store a large set of bits indexed by integers and is often wider than any integral type supported by the language. Bit fields, on the other hand, typically fit within a machine word, and the denotation of bits is independent of their numerical index.

**UNIT-V**

## 17.1 FILE MANAGEMENT

A file can be treated as external storage. It consists of a sequence of bytes residing on the disk. Groups of related data can be stored in a single file. A program can create, read, and write to a file. Unlike an array, the data in the file is retained even after the program finishes its execution. It's a permanent storage medium.

## Declaring a File Pointer

In C language, in order to declare a file, we use a file pointer. A file pointer is a pointer variable that specifies the next byte to be read or written to. Every time a file is opened, the file pointer points to the beginning of the file. A file is declared as follows:

1. FILE \*fp;
2. //fp is the name of the file pointer

## Opening, Creating, Closing

C language provides a number of functions to perform file handling. fopen() is used to create a new file or open an existing file. The syntax is as follows:

1. fp = FILE \*fopen(const char \*filename, const char \*mode);

fp is the file pointer that holds the reference to the file, the *filename* is the name of the file to be opened or created, and *mode*specifies the purpose of opening a file such as for reading or writing. FILE is an object type used for storing information about the file stream.

A file can be opened in different modes. Below are some of the most commonly used modes for opening or creating a file.

* r : opens a text file in reading mode.
* w : opens or creates a text file in writing mode.
* a : opens a text file in append mode.
* r+ : opens a text file in both reading and writing mode. The file must exist.
* w+ : opens a text file in both reading and writing mode. If the file exists, it's truncated first before overwriting. Any old data will be lost. If the file doesn't exist, a new file will be created.
* a+ : opens a text file in both reading and appending mode. New data is appended at the end of the file and does not overwrite the existing content.
* rb : opens a binary file in reading mode.
* wb : opens or creates a binary file in writing mode.
* ab : opens a binary file in append mode.
* rb+ : opens a binary file in both reading and writing mode, and the original content is overwritten if the file exists.
* wb+: opens a binary file in both reading and writing mode and works similar to the w+ mode for binary files. The file content is deleted first and then new content is added.
* ab+: opens a binary file in both reading and appending mode and appends data at the end of the file without overwriting the existing content.

A file needs to be closed after a read or write operation to release the memory allocated by the program. In C, a file is closed using the **fclose()** function. This returns 0 on success and EOF in the case of a failure. An EOF is defined in the library called stdio.h. EOF is a constant defined as a negative integer value which denotes that the end of the file has reached.

1. fclose( FILE \*fp );

**Writing and Reading**

Now that you've learned how to create a file in various modes and also how to close a file, you must be wondering: how would you perform input and output operations in a file? The **fputc()** and **fputs()** functions are used to write characters and strings respectively in a file. Let's see how it's used.

1. int fputc( int c, FILE \*fp );

This function writes a character *c* into the file with the help of the file pointer *fp*. It returns EOF in the case of an error.

1. int fputs( const char \*s, FILE \*fp );

This function writes string *s* to the file with the help of the reference pointer *fp*.

The fgetc(), fgets(), and fscanf() are functions used in C programming language to read characters or strings from a file. Let's discuss these, one by one.

1. int fgetc( FILE \*fp );

The fgetc() accepts the file pointer as the parameter and reads one character at a time from the file. The return value is the character that's read. In case of any error, it returns EOF.

1. char \*fgets( char \*buffer, int n, FILE \*fp );

fgets() reads up to *n-1* characters from the input stream referenced by *fp*. The string read is copied into the character buffer called *buffer*. It appends the characters read to the string, but terminates when a null character is encountered.

1. int fscanf(FILE \*fp, const char \*format, char \*buffer)

### Closing a File

The fclose() function is used to close an already opened file.

**General Syntax :**

int fclose( FILE \*fp);

Here fclose() function closes the file and returns **zero** on success, or **EOF** if there is an error in closing the file. This **EOF** is a constant defined in the header file **stdio.h**.

### 17.3 Input/Output operation on File

In the above table we have discussed about various file I/O functions to perform reading and writing on file. getc() and putc() are the simplest functions which can be used to read and write individual characters to a file.

Example Program:

#include<stdio.h>

int main()

{

FILE \*fp;

char ch;

fp = fopen("one.txt", "w");

printf("Enter data...");

while( (ch = getchar()) != EOF) {

putc(ch, fp);

}

fclose(fp);

fp = fopen("one.txt", "r");

while( (ch = getc(fp)! = EOF)

printf("%c",ch);

// closing the file pointer

fclose(fp);

return 0;

}

### Reading and Writing to File using fprintf() and fscanf()

#include<stdio.h>

struct emp

{

char name[10];

int age;

};

void main()

{

struct emp e;

FILE \*p,\*q;

p = fopen("one.txt", "a");

q = fopen("one.txt", "r");

printf("Enter Name and Age:");

scanf("%s %d", e.name, &e.age);

fprintf(p,"%s %d", e.name, e.age);

fclose(p);

do

{

fscanf(q,"%s %d", e.name, e.age);

printf("%s %d", e.name, e.age);

}

while(!feof(q));

}

In this program, we have created two FILE pointers and both are refering to the same file but in different modes.

fprintf() function directly writes into the file, while fscanf() reads from the file, which can then be printed on the console using standard printf() function.

**Difference between Append and Write Mode**

Write (w) mode and Append (a) mode, while opening a file are almost the same. Both are used to write in a file. In both the modes, new file is created if it doesn't exists already.

The only difference they have is, when you **open** a file in the **write** mode, the file is reset, resulting in deletion of any data already present in the file. While in **append** mode this will not happen. Append mode is used to append or add data to the existing data of file(if any). Hence, when you open a file in Append(a) mode, the cursor is positioned at the end of the present data in the file.

### Reading and Writing in a Binary File

A Binary file is similar to a text file, but it contains only large numerical data. The Opening modes are mentioned in the table for opening modes above.

fread() and fwrite() functions are used to read and write is a binary file.

fwrite(data-element-to-be-written, size\_of\_elements, number\_of\_elements, pointer-to-file);

fread() is also used in the same way, with the same arguments like fwrite()function. Below mentioned is a simple example of writing into a binary file

const char \*mytext = "The quick brown fox jumps over the lazy dog";

FILE \*bfp= fopen("test.txt", "wb");

if (bfp)

{

fwrite(mytext, sizeof(char), strlen(mytext), bfp);

fclose(bfp);

}

### fseek(), ftell() and rewind() functions

* fseek(): It is used to move the reading control to different positions using fseek function.
* ftell(): It tells the byte location of current position of cursor in file pointer.
* rewind(): It moves the control to beginning of the file.

# Error Handling in C

C language does not provide any direct support for error handling. However a few methods and variables defined in **error.h** header file can be used to point out error using the return statement in a function. In C language, a function returns -1 or NULL value in case of any error and a global variable **errno** is set with the error code. So the return value can be used to check error while programming.

## What is errno?

Whenever a function call is made in C language, a variable named errno is associated with it. It is a global variable, which can be used to identify which type of error was encountered while function execution, based on its value. Below we have the list of Error numbers and what does they mean.

|  |  |
| --- | --- |
| **errno value** | **Error** |
| 1 | Operation not permitted |
| 2 | No such file or directory |
| 3 | No such process |
| 4 | Interrupted system call |
| 5 | I/O error |
| 6 | No such device or address |
| 7 | Argument list too long |
| 8 | Exec format error |
| 9 | Bad file number |
| 10 | No child processes |
| 11 | Try again |
| 12 | Out of memory |
| 13 | Permission denied |

C language uses the following functions to represent error messages associated with **errno**:

* perror(): returns the string passed to it along with the textual represention of the current errno value.
* strerror() is defined in **string.h** library. This method returns a pointer to the string representation of the current errno value.
* #include <stdio.h>
* #include <errno.h>
* #include <string.h>
* int main ()
* {
* FILE \*fp;
* /\*
* If a file, which does not exists, is opened,
* we will get an error
* \*/
* fp = fopen("IWillReturnError.txt", "r");
* printf("Value of errno: %d\n ", errno);
* printf("The error message is : %s\n", strerror(errno));
* perror("Message from perror");
* return 0;
* }

**OUTPUT**

* Value of errno: 2
* The error message is: No such file or directory
* Message from perror: No such file or directory

# Command Line Argument in C

Command line argument is a parameter supplied to the program when it is invoked. Command line argument is an important concept in C programming. It is mostly used when you need to control your program from outside. Command line arguments are passed to the main() method.

**Syntax:**

int main(int argc, char \*argv[])

Here argc counts the number of arguments on the command line and argv[ ] is a pointer array which holds pointers of type char which points to the arguments passed to the program.

**Example for Command Line Argument**

#include <stdio.h>

#include <conio.h>

int main(int argc, char \*argv[])

{

int i;

if( argc >= 2 )

{

printf("The arguments supplied are:\n");

for(i = 1; i < argc; i++)

{

printf("%s\t", argv[i]);

}

}

else

{

printf("argument list is empty.\n");

}

return 0;

}

Remember that argv[0] holds the name of the program and argv[1] points to the first command line argument and argv[n] gives the last argument. If no argument is supplied, argc will be 1.
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**UNIT –I**

**Part-A (2 Marks)**

1. What are the benefits of C language?
2. What are the steps involving to execute a C program?
3. What is meant by header file in C?
4. What is meant by comment line in C?
5. What is Token in C?
6. What is string constant?
7. What is variable?
8. What is data type?
9. What are the logical operators in C?
10. What is the need of main () in the C program?
11. Define: Keyword or reserved word.
12. How do variables and symbolic constants differ?
13. Write down the ternary operator and its format.
14. What are bitwise operators in C?
15. What are increment and decrement operators in C?

**Part-B (5 Marks)**

1. Explain the importance of C Language
2. Write a Simple C program and explain its structure.
3. What is Include Files? Briefly explain with three examples.
4. Explain: Escape sequence characters in C.
5. Write the rules of forming variables.
6. Explain the Symbolic constants in C.
7. Which of the following are invalid variable names and why?

Minimum first.name n1+n2 &name

Doubles 3rd\_row n$ Row1

float Sum Total Row –Total c total

1. Write a program to convert days to months and days.
2. Explain the arithmetic and relational operators in C.
3. Write the assignment operator and its format. Also write shorthand assignment operators in C with examples.

**Part-C (10 Marks)**

1. Explain in detail about a basic Structure of a C Program.
2. What is constant? Describe the types of Constants in C.
3. Explain in detail, data types in C.
4. Explain the formatted input and output operators in C.
5. Write a program reading & writing a character using getchar() & putchar()?

**UNIT –II**

**Part-A (2 Marks)**

1. What is meant by conditional statement in C?
2. Write the syntax of if statement.
3. What are the forms of if statement?
4. What is if else statement? Give its syntax.
5. Write the syntax of nested if else statement.
6. What is the use of break statement?
7. Write syntax of goto statement and shortly explain.
8. What is meant by looping statement?
9. What do you mean by entry-controlled loop? Give example.
10. What do you mean by exit-controlled loop? Give example.
11. Write the role of default statement in Switch case.
12. Write a short answer about else..if ladder.
13. What is the difference between while and do..while statements.
14. Write down the syntax of for statement and shortly exaplain.
15. What is the use of continue statement?

**Part-B (5 Marks)**

1. Explain the if and if..else statements with syntax and flowchart.
2. Discuss : Switch.. Case statement with syntax
3. Explain the while statement with suitable example.
4. Explain the do..while statement with suitable example.
5. Explain the for statement with suitable example.
6. Compare for and while loop statements.
7. Write a short notes on : (i) Break (ii) Goto (iii) default (iv) Continue.
8. Write a program to find the smallest number among three numbers.
9. In what ways does a switch statement differ from an if statement?.
10. Write a program to determine whether a number is ‘positive’ or ‘negative’ and print the message. (a) without using **else** option. (b) with using **else** option.

**Part-C (10 Marks)**

1. Explain different forms of if statements in C.
2. Explain in detail Loop control structures in C.
3. Write a program to explain else..if ladder.
4. Write a program to find biggest and smallest number among three numbers.
5. Compare for, while and do..while statements.

**UNIT -III**

**Part-A (2 Marks)**

1. What is an array? What are its types?
2. How to declare a one dimensional array?
3. How to initialize a single dimensional array?
4. What is a two dimensional array?
5. How to declare a two dimensional array?
6. How to initialize a two dimensional array?
7. \What is meant by library functions or built-in functions in C?
8. Write any three library functions.
9. Defined user defined functions.
10. What is string?
11. What is function?
12. What are string handling functions?
13. Write the syntax of string copy function.
14. Write syntax of string length function.
15. How to compare a two string using string function?

**Part-B (5 Marks)**

1. Explain one dimensional array with example.
2. Explain Two dimensional array with example.
3. Explain multi dimensional array.
4. Write a C Program for matrix addition using an array.
5. Write a C program for matrix subtraction using an array.
6. Write a C program for matrix multiplication using an array.
7. What is function? Explain its types.
8. Explain the user defined functions with examples.
9. Explain any two string handling functions with examples.
10. What are the benefits of an array? Briefly explain.

**Part-C (10 Marks)**

1. What are the types of array? Explain in detail with examples
2. Explain in detail function and its types with examples.
3. What are string handling function? Explain with examples.
4. Write a C Program to illustrate the four string handling functions.
5. Write a C program to check the given string is palindrome or not.

**UNIT –IV**

**Part-A (2 Marks)**

1. What is structure?
2. What is array of structure?
3. What is Union?
4. What is pointer?
5. How to initialize a structure?
6. Write down the format of arrays within structures.
7. What is nested structure?
8. How to send a structure to a function?
9. How to declare a union?
10. How to declare and initialize a pointer?
11. Write the declaration of pointer to a function.
12. Compare structures and unions
13. Briefly explain the pointers and structures.
14. How to accessing address of a variable?
15. What is the need of pointers?

**Part-B (5 Marks)**

1. Explain arrays of structures with example.
2. Explain Arrays within structures with example.
3. Discuss: Structures and functions
4. Explain Union with a simple program
5. Differentiate Structures and unions
6. Write a program to accessing address of variables.
7. How a pointer can be used to traverse an array? Explain with a program.
8. Explain pointers as function parameters.
9. Explain in detail, pointers and functions.
10. Explain pointers and structures.

**Part-C (10 Marks)**

1. Describe call by value and call by reference
2. Write a program to illustrate pointers to structure variables.
3. Compare structure, union and pointers
4. Explain the nested structures and array of structure.
5. Write a program to create a student mark sheet using a structure

**UNIT –V**

**Part-A (2 Marks)**

1. How to naming a file?
2. How to open a file?
3. How to close a file?
4. What is command line arguments?
5. What is the significance of EOF?
6. Compare printf and fprintf.
7. Write the syntax of getw and putw functions.
8. Write any five file streams.
9. What are the modes of file writing?
10. Write the syntax of command line arguments.
11. Write the format fscanf and fprintf functions.
12. Compare feof and ferror.
13. What ios the general format of fseek function?
14. Write the common uses of rewind and ftell functions.
15. Write any five file functions.

**Part-B (5 Marks)**

1. Write a simple program writing to and reading from a file.
2. Explain getw and putw functions.
3. Explain fprintf and fscanf functions
4. Explain command line arguments
5. How does a append mode differ from a write mode? Explain
6. Explain the input and output operations on files.
7. What are the modes of opening a file?
8. Explain the file streams.
9. What are the ways of accessing a file?Explain
10. Write a note on error handling in file operations.

**Part-C (10 Marks)**

1. Write a program to copy the contents of one file to another.
2. Explain the command line arguments with example.
3. Explain the file operations.
4. Write down syntax of all file functions and explain.
5. Write a program to illustrate error handling in file operations.